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Data Type

In programming, a data type is an important concept that specifies the type of data that a variable
can hold. Python, like other programming languages, has a set of built-in data types. These can be
categorized into several types, including:

Text Type:

e str: Used to store a sequence of characters (text). Created by enclosing text in quotes.

Example:
X = "Hello World"

umeric Types:

e int: Used to store integers (whole numbers).
e float: Used to store numbers that have a decimal point.
e complex: Used to store complex numbers.

Examples:
x = 20 # int
y = 20.5 # float
z =1j # complex

Sequence Types:

e list: Used to store multiple items in a single variable. Lists are created using square brackets
and are mutable (changeable).

e tuple: Similar to lists, but the tuples are immutable (unchangeable). Tuples are created using
round brackets.

e range: A sequence type that represents a sequence of numbers. Used in for loops and other
looping constructs.

Examples:

x = ["apple", "banana", "cherry"] # list

y = ("apple", "banana", "cherry") # tuple
z = range(6) # range
Mapping Type:

e dict: A collection which is unordered, changeable, and indexed. In Python, dictionaries are
written with curly brackets, and they have keys and values.



Example:
x = {"name": "John", "age": 36}

Set Types:

e set: A collection which is unordered and unindexed. Sets are written with curly brackets.
e frozenset: Similar to set, but frozensets are immutable.

Example:

x = {"apple", "banana", "cherry"} # set

y = frozenset({"apple", "banana", "cherry"}) # frozenset
Boolean Type:

e bool: Used to represent boolean values: True or False.

Example:

X = True
= False

<
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Binary Types:

e bytes: Immutable sequence of bytes.
e bytearray: Mutable sequence of bytes.
e memoryview: Memory view objects.

Examples:
X = b"Hello" # bytes
y = bytearray(5) # bytearray
z = memoryview(bytes(5)) # memoryview

None Type:

e NoneType: This type has a single value. It is used to signify the absence of a value or a null
value. It is represented by the keyword None.

Example:
X = None

Each of these data types serves a specific purpose and allows the Python interpreter to manage
memory, perform optimizations, and enforce a level of type checking in your code. Understanding
these types and their characteristics is essential for writing clear and efficient Python code.



Array

In Python, an array is a collection of elements, each identified by an index or a key. The most basic
type of array-like structure in Python is a list, which can be defined using square brackets. Lists in
Python can hold a mix of data types and can be resized dynamically. Here's an example of a list in
Python:

my list = [1, 2, 3, 4, 5]

Python also has a module named array which can be used to create arrays with elements of the
same type, which is more memory efficient than lists for large collections of data. Here’s an example
using the array module:

import array
my array = array.array('i', [1, 2, 3, 4, 5]) # 'i' denotes that the
elements are of type signed int.

Accessing Elements

You can access elements of an array or a list using indexing. For example:

print(my list[0@]) # prints 1
print(my array[l]) # prints 2

Modifying Elements

You can modify elements of an array or list by assigning a new value to the corresponding index:

my list[0] = 10
my array[l] = 20

Adding Elements

You can add elements to a list using methods like append or extend:
my list.append(6)

For adding elements to an array.array, you can use the append method or the extend method if
you want to add multiple elements:

my array.append(6)

Removing Elements

You can remove elements from a list using methods like remove or pop:

my list.remove(10) # removes the element 10 from the list



my list.pop(l) # removes the element at index 1
For an array.array, you can use similar methods:

my array.remove(20)
my array.pop(1l)

Iterating over Elements

You can iterate over the elements of an array or a list using a for loop:

for item in my list:
print(item)

for item in my array:
print(item)

Slicing
You can use slicing to access a subset of elements in a list or an array:

print(my list[1:4]) # prints elements from index 1 to index 3
print(my array[2:5]) # prints elements from index 2 to index 4

Additional Data Structures

In addition to lists and the array module, Python also has more advanced data structures like:

e Tuples: Immutable sequences of elements

e Sets: Unordered collections of unique elements

e Dictionaries: Unordered collections of key-value pairs

e NumPy arrays: Efficient arrays for numerical data, provided by the NumPy library
e Pandas DataFrames: 2D labeled data structures, provided by the pandas library

Example with NumPy Array:

If you're dealing with numerical data, numpy arrays are often more suitable, as they offer more
functionality and are more efficient than Python lists or the array module:

import numpy as np
numpy array = np.array([1, 2, 3, 4, 5])

Before using numpy, make sure to install it, as it is not included in the standard library. You can
install it using pip:

pip install numpy



If

In programming, the if statement is used to execute a block of code if a certain condition is True.

The syntax for an if statement in Python is as follows:

if condition:
# code to be executed if condition is True

Here, condition is an expression that evaluates to a boolean value (either True or False). If the
value of the condition is True, the code inside the if block is executed. If the value of the condition
is False, the code inside the if block is skipped.

Here is an example of how you can use an if statement in Python:

X =5
if x > 0:
print("x is positive")

In this example, the if statement checks if the value of x is greater than 0. Since x is indeed greater
than 0, the code inside the if block is executed and the message "x is positive" is printed.

You can also use an if statement in combination with an else statement to specify a block of code to
be executed if the condition is True, and a different block of code to be executed if the condition is
False. The syntax for an if-else statement in Python is as follows:

if condition:

# code to be executed if condition is True
else:

# code to be executed if condition is False

Here is an example of how you can use an if-else statement in Python:

X =5
if x > 0:

print("x is positive")
else:

print("x is not positive")

In this example, the if statement checks if the value of x is greater than 0. Since x is indeed greater
than 0, the code inside the if block is executed and the message "x is positive" is printed. If the value
of x was not greater than 0, the code inside the else block would have been executed instead.

You can also use an if statement in combination with one or more elif (short for "else if") clauses to
specify a series of conditions to be checked in order, with a different block of code to be executed for
each condition. The syntax for an if-elif-else statement in Python is as follows:

if conditionl:
# code to be executed if conditionl is True



elif condition2:
# code to be executed if conditionl is False and condition2 is True

elif conditionN:

# code to be executed if all previous conditions are False and
conditionN is True
else:

# code to be executed if all previous conditions are False

Here is an example of how you can use an if-elif-else statement in Python:

Xx =5
if x > 0:

print("x is positive")
elif x < 0:

print("x is negative")
else:

print("x is zero")

In this example, the if statement checks if the value of x is greater than 0. Since x is indeed greater
than

Function

In programming, a function is a block of code that performs a specific task and can be called
(executed) multiple times. Functions allow you to group related code together and reuse it easily.

In Python, you can define a function using the def keyword, followed by the name of the function
and a set of parentheses that may include parameters. The code inside the function is indented and
should be written in a new block.

The syntax for defining a function in Python is as follows:

def function name(parameters):
# code to be executed

Here, function_name is the name of the function, and parameters are the variables that the
function takes as input. The parameters are optional, so you can define a function without any
parameters.

To call (execute) a function in Python, you simply need to use its name followed by a set of
parentheses that may include arguments (the values to be passed to the function as input).

The syntax for calling a function in Python is as follows:
function name(arguments)

Here, arguments are the values that are passed to the function as input. The arguments are
optional, so you can call a function without any arguments.



Here is an example of how you can define and call a function in Python:

def greet(name):

print("Hello, " + name)
greet("John") # OQutput: "Hello, John"
greet("Mary") # Output: "Hello, Mary"

In this example, the function greet() takes a single parameter name and prints a greeting message
using the value of the name parameter. The function is called twice, with the arguments "John" and
"Mary", and the output is "Hello, John" and "Hello, Mary" respectively.

Functions can also return a value using the return statement. The return statement specifies the
value that the function should return to the caller.

Here is an example of a function that returns a value in Python:

def add(x, y):

return x + vy
result = add(3, 4) # result will be 7
print(result) # Output: 7

In this example, the function add() takes two parameters x and y and returns their sum. The
function is called with the arguments 3 and 4, and the value 7 is assigned to the result variable. The
result is then printed, and the output is “7”.

Class User

In Python, a class is a blueprint for creating objects. A class encapsulates data for the object and
methods to manipulate that data. Here's a simple example of a User class in Python. This class will
have two attributes: name and email, and a method to display the user's information.

class User:
def init (self, name, email):
self.name = name
self.email = email
def display user info(self):
print(f"Name: {self.name}, Email: {self.email}")

Here's a breakdown of the components:

e class User:: This line defines the class named User.

e def _init (self, name, email):: This is the constructor of the class. It's automatically called
when a new instance of the class is created. It takes three parameters: self, name, and email.
The self parameter is a reference to the current instance of the class and is used to access
variables that belong to the class. name and email are the parameters passed to the
constructor to initialize the attributes of the object.

e self.name = name and self.email = email: These lines set the name and email attributes of
the object to the values passed during object creation.

e def display user _info(self):: This method displays the information of the user. The self
parameter is a reference to the instance calling the method, which allows access to the



attributes of the object.

To create a User object and use its method, you would do the following:

# Creating an instance of the User class

userl = User("John Doe", "johndoe@example.com")
# Calling a method of the User class
userl.display user info()

This will output:
Name: John Doe, Email: johndoe@example.com

Classes can be expanded with more attributes and methods to suit your needs, offering a powerful
way to create complex data structures and functionalities within your programs.

Encapsulation

In object-oriented programming (OOP), encapsulation is a concept that refers to the bundling of data
and functions that operate on that data within a single unit, or object.

Encapsulation allows you to hide the implementation details of a class (the data and functions it
contains) from other parts of your program, and only expose a simplified interface (the class's
methods) to the outside world. This helps to reduce the complexity of the program and make it more
modular and maintainable.

In Python, you can use the class keyword to define a new class, and the self keyword to refer to the
instance of the class within its own methods. The methods of a class are defined using the def
keyword, just like regular functions, but they take the self parameter as their first argument.

Here is an example of a class in Python that demonstrates encapsulation:

class BankAccount:
def init (self, balance):
self.balance = balance
def deposit(self, amount):
self.balance += amount
def withdraw(self, amount):
if self.balance >= amount:
self.balance -= amount
else:
print("Insufficient funds")
account = BankAccount(100)
account.deposit(50)
account.withdraw(75)
print(account.balance) # Output: 75

In this example, the BankAccount class has three methods: __init (), deposit(), and withdraw().
The __init_ () method is a special method in Python that is called when an instance of the class is
created, and it is used to initialize the instance's attributes (in this case, the balance attribute).



The deposit() and withdraw() methods allow the user to deposit or withdraw money from the bank

string

In Python, a string is a data type used to represent text rather than numbers. It is comprised of a set
of characters that can also contain spaces and numbers. For example, the word "hello" or the phrase
"hello world" are both strings. Even "12345" could be considered a string if it is specified correctly.
In Python, string literals are enclosed by either single, double, or triple quotes:

Single quotes: 'allows single quote'
Double quotes: "allows double quote"

Triple quotes: "' or """ are used to specify multi-line strings and also can be used for commenting
out chunks of code or creating docstrings.

For example:

s = 'hello'

t = "hello, world!"

u="""hello
world'"''

v = """Hello,
World!"""

Common String Operations:

Concatenation: The process of combining two strings:
greeting = "Hello, " + "World!"
Multiplication: This involves creating multiple copies of a string:
laughter = "Ha" * 3 # results in HaHaHa
Accessing Characters: You can access individual characters in a string using indexing:

hello = "Hello"
print(hello[0]) # prints 'H'

Slicing: This allows you to access a range of characters in a string:

z = "Hello, World!"
print(z[2:5]) # output is 'llo’

Length: The len() function returns the length of a string:

txt = "Hello"



x = len(txt)

String Methods: Strings have a set of methods that allow you to manipulate the content. These are
functions that perform actions on the string and return results. They don't change the original
string, but return a new string or value. Examples include lower(), upper(), strip(), replace(),
split(), etc.

Example:

txt = "hello world"
txt upper = txt.upper() # returns "HELLO WORLD"

Formatting: Strings in Python can be formatted using the .format() method, f-strings (as of Python
3.6+), or using old-style % formatting.

Using .format():
text = "The {} sat on the mat.".format("cat")
Using f-strings:

animal = "cat"
text = f"The {animal} sat on the mat."

Escape Characters: To insert characters that are illegal in a string, you use an escape character.
An escape character is a backslash \ followed by the character you want to insert.

Example:

txt = “We are so happy to see you here at \"Lokang\"." # The quote marks
are escaped

Strings are immutable sequences, meaning they cannot be changed after they are created (items
cannot be replaced or removed). Any operations on strings will thus result in new string objects
being created.

Understanding string manipulation is essential in any programming language, but Python provides a
particularly large array of methods to handle and operate on string data efficiently.

Dictionary

A dictionary in Python is an unordered and mutable collection of key-value pairs. Dictionaries are
defined using curly braces {}. Each item in a dictionary is a pair of a key and a corresponding value,
separated by a colon :. Here’s an example of a dictionary:

my dict = {
'name': 'John Doe',
‘age': 30,

‘city': 'New York'



In this dictionary, 'name’, 'age’, and 'city' are keys, and 'John Doe’, 30, and ‘New York' are their
corresponding values.

Accessing Items

You can access the items of a dictionary by referring to its key name:
print(my dict['name']) # outputs: John Doe

If you try to access a key that does not exist, Python will raise a KeyError. To avoid this, you can use
the get method which will return None or a default value if the key does not exist:

print(my dict.get('address')) # outputs: None
print(my dict.get('address', 'Unknown')) # outputs: Unknown

Adding Items

Adding an item to the dictionary is done by using a new index key and assigning a value to it:
my dict['address'] = '123 Main St'

Modifying Items

You can modify the value of a specific item by referring to its key name:
my dict['city'] = 'Los Angeles'

Removing Items

You can remove items using the pop method or the del keyword:

my dict.pop('address') # removes the item with key 'address'
del my dict['age'] # removes the item with key 'age'

Iterating over Items

You can iterate over the keys, values, or key-value pairs in a dictionary:

# Iterating over keys

for key in my dict:
print(key)

# Iterating over values

for value in my dict.values():
print(value)

# Iterating over key-value pairs

for key, value in my dict.items():



print(key, value)
Checking if Key Exists
You can check if a specific key is present in the dictionary:

if 'name' in my dict:
print('name is a key in my dict')

Dictionary Comprehension

Dictionary comprehensions provide a concise way to create dictionaries. Here’s an example of
creating a dictionary using dictionary comprehension:

squares = {x: x*x for x in range(6)}
print(squares) # outputs: {6: 0, 1: 1, 2: 4, 3: 9, 4: 16, 5: 25}

Nested Dictionaries

You can have dictionaries inside dictionaries, which are known as nested dictionaries:

my dict = {
‘personl': {
'name': 'John Doe',
'age': 30,
b
'person2': {
‘name’': 'Jane Doe',
‘age': 25,
}
}
Dictionary Length

To determine how many items (key-value pairs) a dictionary has, you can use the len() function:
print(len(my dict)) # outputs: 2

Clearing All Items

You can remove all items in the dictionary using the clear() method:

my_dict.clear()

Dictionaries are a powerful and flexible way to structure data in Python, and they are used
extensively in various types of Python development.



List

In Python, a list is a mutable, ordered sequence of elements. Each element or value that is inside of a
list is called an item. Lists are defined by enclosing the items (elements) in square brackets [].

Creating a List
my list = [1, 2, 3, 'Python', 5.0]

In this example, my list is a list containing three integers, a string, and a float.
Accessing Elements

You can access an item in a list by referring to its index number.
print(my list[3]) # Outputs: Python

Modifying Elements

You can change the value of a specific item by referring to its index number.

my list[1l] = 'two'
print(my list) # Outputs: [1, 'two', 3, 'Python', 5.0]

Adding Elements

You can add items to the end of the list using the append() method.
my list.append('new item')

Adding Elements

You can add items to the end of the list using the append() method.
my list.append('new item"')

To insert an item at a specified index, use the insert() method.
my list.insert(1l, 'inserted item')

Removing Elements

Use the remove() method to remove a specific item.
my list.remove('Python')

Use the pop() method to remove an item at a specific index, or the last item if the index is not
specified.



my list.pop(l) # Removes 'inserted item'

List Slicing

List slicing allows you to create a new list from an existing one.

new list = my list[1:4] # Creates a new list with items from index 1 to
index 3 from my list

Iterating over a List

You can loop through the list items by using a for loop.

for item in my list:
print(item)

List Comprehension

List comprehension provides a concise way to create lists.

squares = [x * x for x in range(10)] # Generates a list of squares from
0 to 81

List Length

To determine how many items a list has, use the len() function.
print(len(my list))

Nested Lists

A list can contain other lists.
nested list = [[1, 2, 3], ['a', 'b', 'c']]

Sorting Lists

You can sort a list using the sort() method or the sorted() function.

numbers = [3, 1, 4, 1, 5, 9, 2]

numbers.sort() # Sorts the list in-place

sorted numbers = sorted(numbers) # Returns a new sorted list, original
list remains unchanged

Clearing a List

You can remove all items in a list using the clear() method.



my list.clear()

Concatenating Lists

You can combine two or more lists using the + operator.
combined list = my list + another list

Multiplying Lists

You can create a new list by repeating an existing list a specified number of times using the *
operator.

repeated list = my list * 3

Checking Membership

To check if a certain item is present in a list, you can use the in keyword.

if 'Python' in my list:
print('Python is in the list')

List to String

You can convert a list of strings into a single string using the join() method.

str list = ['Python', 'is', 'awesome']

joined str = ' '.join(str list) # Joins the list into a string with
space as a separator

print(joined str) # Outputs: Python is awesome

Summary

Lists in Python are one of the most versatile and commonly used data structures, handy for storing

and manipulating ordered collections of items, which can be of any type, and are allowed to be
heterogeneous.

Set

A set in Python is an unordered collection data type that is iterable, mutable, and has no duplicate
elements. Sets are useful for storing and performing operations on collections of unique elements.

Creating Sets

You can create a set using curly braces {} or by using the built-in set() constructor. However,
creating an empty set requires the use of set(), as using {} creates an empty dictionary.

my set = {1, 2, 3}
another set = set([2, 3, 4])



empty set = set()
Adding Elements
You can add an element to a set using the add method.
my set.add(4) # my set is now {1, 2, 3, 4}

Removing Elements

You can remove an element from a set using the remove or discard method. If the element is not
present, remove will raise a KeyError, but discard will do nothing.

my set.remove(l) # my set is now {2, 3, 4}
my set.discard(5) # Does nothing as 5 is not present in my set

Set Operations
Sets support several mathematical operations such as:
Union

Combines the elements of two sets.
print(my set | another set) # or print(my set.union(another set))

Intersection

Finds the common elements between two sets.
print(my set & another set) # or print(my set.intersection(another set))

Difference

Finds the elements present in one set but not in the other.
print(my set - another set) # or print(my set.difference(another set))

Symmetric Difference

Finds the elements that are unique to each set.

print(my set ~ another set) # or
print(my set.symmetric difference(another set))



Iterating Over a Set

You can iterate over the elements of a set using a for loop.

for element in my set:
print(element)

Checking Membership

You can check whether an element is in a set using the in keyword.

if 3 in my set:
print('3 is in my set')

Set Comprehension

Like lists and dictionaries, sets also support set comprehension to create new sets.

squared set = {x*x for x in my set}
print(squared set) # Prints the squares of each element in my set

Set Length

You can find the number of elements in a set using the len() function.
print(len(my set))

Clearing a Set

You can remove all elements from a set using the clear() method.
my set.clear() # my set is now an empty set

Sets are particularly useful when you need to handle data where the order of elements doesn’t
matter, and you need to ensure the elements are unique, like when working with sets in
mathematics.

Operator

I'll provide the operator symbols along with a code example for each operator in Python.
Arithmetic Operators:

e + Addition:

result = 3 + 4
print(result) # Output: 7

- Subtraction:



result = 10 - 5

print(result) # Output:

* Multiplication:

result = 3 * 7

print(result) # Output:

/ Division:

result = 10 / 2

print(result) # Output:

% Modulus:

result = 10 % 3
print(result)

** Exponentiation:

result = 4 ** 2

print(result) # Output:

// Floor Division:

result =8 // 3

print(result) # Output:

Comparison Operators:

== Equal to:

result = (5 == 3)

print(result) # Output:

I= Not equal to:

result = (5 != 3)

print(result) # Output:

> Greater than:

result = (5 > 3)

print(result) # Output:

# OQutput:

21

5.0

16

False

True

True



< Less than:

result = (5 < 3)
print(result) # Output: False

>= Greater than or equal to:

result = (5 >= 5)
print(result) # Output: True

<= Less than or equal to:

result = (3 <= 5)
print(result) # Output: True

Logical Operators:

and Logical AND:

result = (5 > 3) and (4 > 2)
print(result) # Output: True

or Logical OR:

result = (5 > 3) or (4 < 2)
print(result) # Output: True

not Logical NOT:

result = not(5 > 3)
print(result) # Output: False

Assignment Operators:

= Assignment:

number = 5
print(number) # Output: 5

+= Add AND assignment:

number = 5

number += 3 # Equivalent to number

number + 3



print(number) # Output: 8

-= Subtract AND assignment:

number = 5
number -= 3 # Equivalent to number
print(number) # Output: 2

number - 3

*= Multiply AND assignment:

number = 5
number *= 3 # Equivalent to number
print(number) # Output: 15

number * 3

/= Divide AND assignment:

number = 10
number /= 2 # Equivalent to number
print(number) # Output: 5.0

number / 2

More assignment operators exist such as %=, //=, ¥*=, &=, |=, =, <<=, >>=; they work in a

similar fashion by performing the operation and then assigning the result.
Bitwise Operators:

e & Bitwise AND:

result =5 &3 #5 = 0101, 3 = 0011, 0101 & 0011 = 0001
print(result) # Output: 1

| Bitwise OR:
result =5 | 3 #5 = 0101, 3 = 0011, 0101 | 0011 = 0111
print(result) # Output: 7

~ Bitwise XOR:
result =573 #5 = 0101, 3 = 0011, 0101 ~ 0011 = 0110

print(result) # Output: 6
~ Bitwise NOT:

result = ~5 # ~0101 = 1010
print(result) # Output: -6 (due to two's complement)

<< Bitwise left shift:

result =5 << 1 # 0101 << 1 = 1010



print(result) # Output: 10
>> Bitwise right shift:

result =5 >>1 # 0101 >> 1 = 0010
print(result) # Output: 2

Membership Operators:
in:

X = 'Hello world'
result = 'Hello' in x
print(result) # Output: True

not in:

X = 'Hello world'
result = 'Hi' not in x
print(result) # Output: True

Identity Operators:
is:

x =5

y =5

result = x is y
print(result) # Output: True

is not:
X =5
y =3

result = x is not y
print(result) # Output: True

These examples demonstrate the usage of different operators in Python, and they form the basis of
many common operations in various Python scripts and applications.

for

In programming, the for loop is used to iterate over a sequence of elements (such as a list or a
string) and execute a block of code for each element.



The syntax for a for loop in Python is as follows:

for element in sequence:
# code to be executed for each element

Here, element is a variable that takes on the value of each element in the sequence one at a time,
and sequence is a sequence of elements (such as a list or a string). The for loop will iterate over
each element in the sequence in turn, and the code inside the loop will be executed for each
element.

Here is an example of how you can use a for loop in Python:

for number in [1, 2, 3, 4, 5]:
print(number)

This for loop will iterate over the elements in the list [1, 2, 3, 4, 5] and print each element. The
output of this code will be:

Ok~ WN R

You can also use the range() function in combination with a for loop to iterate over a range of
numbers. The range() function returns a sequence of numbers, starting from 0 by default, and
increments by 1, also by default, and ends at a specified number.

Here is an example of how you can use the range() function in a for loop:

for number in range(5):
print(number)

This for loop will iterate over the numbers 0, 1, 2, 3, and 4 (since the range() function ends at 5),
and print each number. The output of this code will be:

A WNREO

You can also specify a starting number and a step size for the range() function. For example:

for number in range(2, 6, 2):
print(number)

This for loop will iterate over the numbers 2, 4 (since the range() function ends at 6 and



increments by 2), and print each number. The output of this code will be:

N

You can use the break statement inside a for loop to exit the loop early, and the continue
statement to skip the rest of the current iteration and move on to the next one.

while

In programming, the while loop is used to repeatedly execute a block of code as long as a certain
condition is True.

The syntax for a while loop in Python is as follows:

while condition:
# code to be executed while condition is True

Here, condition is an expression that evaluates to a boolean value (either True or False). The
while loop will continue to execute the code inside the loop as long as the value of the condition is
True.

It is important to include a statement inside the while loop that will eventually make the value of the
condition False, otherwise the loop will continue to execute indefinitely and you will have an
infinite loop.

Here is an example of how you can use a while loop in Python:

x =5

while x > 0:
print(x)
X -=

This while loop will print the numbers 5, 4, 3, 2, and 1, and then exit the loop because the value of x
will become 0 (since x -= 1 is equivalenttox = x - 1).

You can use the break statement inside a while loop to exit the loop early, and the continue
statement to skip the rest of the current iteration and move on to the next one.

Access

Accessing a function in Python involves defining the function and then calling it from another part of
your code. Here's a simple step-by-step guide to help you understand how to access (or call) a
function:

Define the function: First, you need to define the function. A function is defined using the def
keyword, followed by the function name and parentheses (). If the function takes arguments, you
would specify them within these parentheses. Here's an example of a function definition:

def greet(name):



return f"Hello, {name}!"

Call the function: Once you've defined the function, you can call it from anywhere in your code by
using its name followed by parentheses. If the function requires arguments, you'll need to provide
them within the parentheses. Here's how you would call the greet function defined above:

message = greet("Alice")
print(message)

This code will output: Hello, Alice!

Would you like to see a more specific example or have any particular type of function in mind that
you're interested in accessing?

argument

Arguments in functions are values that you pass to the function when you call it. These values are
used by the function to perform operations or calculations. Python functions can have various types
of arguments:

Positional Arguments: These are arguments that need to be included in the proper position or
order. The function definition determines the number and order of these arguments.

Keyword Arguments: These are arguments passed to a function by explicitly specifying the name
of the parameter, regardless of their order in the function definition.

Default Arguments: You can assign default values to arguments in the function definition. If the
caller does not provide a value for an argument with a default value, the function uses the default
value.

Variable-length Arguments: Sometimes, you might not know in advance how many arguments will
be passed into your function. Python allows you to handle this kind of situation through variable-
length arguments. You can use *args for non-keyword variable-length arguments and **kwargs for
keyword variable-length arguments.

Here's an example illustrating all these types of arguments:

def introduce yourself(name, greeting="Hello", *interests,
**personal details):
name: positional argument
greeting: default argument
*interests: variable-length argument (tuple)
**personal details: keyword variable-length argument (dictionary)
print(f"{greeting}, my name is {name}.")
if interests:
print("I'm interested in:", ", ".join(interests))
for key, value in personal details.items():
print(f"My {key} is {value}.")
# Calling the function



introduce yourself("Alice", "Hi", "coding", "reading", age=30,
profession="developer")

In this example, name is a positional argument, greeting is a default argument, *interests collects
any additional positional arguments as a tuple, and **personal_details collects additional keyword
arguments as a dictionary. The function prints a message based on these inputs.

Default argument

Default arguments in Python functions allow you to specify values for arguments that will be used if
no value is passed during the function call. This feature can make your functions more flexible and
easier to use, as it provides default behaviors for cases where specific details aren't necessary.

Here’s how you define and use default arguments:

Defining a Function with Default Arguments: When defining a function, after the name of a
parameter, you can assign a default value to it using the equals sign =. The parameters with default
values must come after the parameters without default values in the function definition.

Calling a Function with Default Arguments: When calling a function that includes default
arguments, you can omit those arguments, and the function will use the default values. If you
provide values for these arguments when calling the function, the provided values will override the
default ones.

Example of a Function with a Default Argument

Let's define a simple function that greets a user. The function will have one required argument (the
name of the user) and one default argument (the greeting message).

def greet(name, message="Hello"):
"""Greet a user with a given message. If no message is provided,
'Hello' is used."""
return f"{message}, {name}!"
# Using the function with the default argument
print(greet("Alice")) # Output: Hello, Alice!
# Overriding the default argument
print(greet("Alice", "Good morning")) # Output: Good morning, Alice!

In this example, message has a default value of "Hello". If greet is called with only the name
argument, message will automatically be "Hello". However, you can also explicitly provide a
different message when calling greet, which will override the default value.

Points to Remember

e Default arguments are evaluated only once when the function is defined, not each time the
function is called. This is particularly important to remember when using mutable types (like
lists or dictionaries) as default arguments.

e Parameters with default values must be defined after parameters without default values in the
function’s parameter list to avoid syntax errors.



Built in

Python comes with a rich set of built-in functions and types that are always available. These built-ins
can help you perform a wide variety of tasks without the need for external libraries. Here's an
overview of some of the most commonly used built-in functions and how they're used:

Common Built-in Functions

print(): Displays the specified message(s) or object(s) to the screen.
print("Hello, World!")

len(): Returns the length (the number of items) of an object. It can be used with most iterable types,
like strings, lists, and dictionaries.

print(len("Hello")) # Output: 5
input(): Allows the user to input data from the keyboard as a string.
name = input("What is your name? ")

Built-in Types
Python also includes several built-in data types that are frequently used. These include:

e Numeric Types: int, float, complex

Sequence Types: list, tuple, range

Text Type: str

Mapping Type: dict

Set Types: set, frozenset

Boolean Type: bool

Binary Types: bytes, bytearray, memoryview

Understanding and utilizing Python's built-in functions and types is crucial for efficient
programming. They are optimized and provide the foundation for more complex operations in Python
coding.

Object

In Python, everything is an object. This includes not just instances of classes that you or others
define, but also fundamental data types (like numbers, strings, and lists) and even functions and
types themselves. Each object in Python has a type (which is itself an object), a unique identity
(typically, its memory address), and a value (the data it holds).

Basics of an Object

An object encapsulates data and behavior. Data is stored in attributes, and behavior is defined by
methods (functions associated with an object). The concept of an object in programming is closely
related to real-world objects: just as a car has attributes (like color, make, model) and behaviors (like
driving, braking), an object in Python has attributes and methods.



Creating and Using an Object

Objects are instances of classes. A class can be thought of as a blueprint for objects; it defines the
attributes and methods that its instances (objects) will have.

Here’s an example revisiting the User class:

class User:
def init (self, name, email):
self.name = name
self.email = email
def display info(self):
print(f"Name: {self.name}, Email: {self.email}")

To create an object of the User class:
userl = User("Alice", "alice@example.com")

Here, user1 is an object of the User class, with name and email attributes. You can interact with
the object using its methods:

userl.display info()
This will output:
Name: Alice, Email: alice@example.com

Object Identity, Type, and Value

¢ Identity: Every object in Python has an identity, which can be thought of as the object’s
address in memory. The id() function returns the identity of an object.

e Type: The type of an object determines what kind of object it is (e.g., str, list, User) and what
operations it supports. You can get the type of an object using the type() function.

e Value: The value of an object is the data it holds. For immutable objects (like integers, floats,
strings, and tuples), the value doesn't change. For mutable objects (like lists, dictionaries, and
instances of most classes), the value can be changed.

Special Methods

Classes in Python can implement certain special (or magic) methods that are surrounded by double
underscores (e.g., __init_, _str_, _len_ ). These methods provide a way for your classes to
implement and interact with built-in behaviors or operators. For example, _str__ can be used to
return a human-readable string representation of the object, which is handy for debugging and

logging.

Python's object-oriented nature allows for encapsulation, inheritance, and polymorphism, making it
powerful for organizing and reusing code.



method

A method in Python is a function that is associated with an object. Methods allow you to define
behaviors for the objects created from your classes, operating on the data (the attributes) that those
objects contain. When you call a method, you call it on an object, and the object itself is
automatically passed to the method as its first parameter, traditionally named self. This mechanism
allows the method to access and manipulate the object's internal state.

Defining a Method

Methods are defined within a class definition, using the def keyword similar to regular functions.
However, since they are associated with a class, they are called on instances of that class (objects)
and can access and modify the state of those instances.

Here’s a simple example:

class Dog:
def init (self, name):
self.name = name
def speak(self):
return f"{self.name} says Woof!"

In this Dog class:

e _init__is a special method called the constructor, used for initializing new objects. It sets the
initial state of the object.

» speak is a regular method that defines a behavior of the Dog objects. It allows the dog to
"speak".

Calling a Method

To call a method, you use the dot notation on an object, followed by the method name and
parentheses. If the method takes arguments other than self, you pass them inside the parentheses.

my dog = Dog("Rex")
print(my dog.speak()) # Output: Rex says Woof!

The self Parameter

The self parameter is a reference to the current instance of the class. It is used to access variables
and other methods on the object, allowing each method to operate on the object's unique data. While
self is the conventional name used in Python, you could technically use any name for this parameter.
However, it's strongly recommended to stick with the convention for readability and consistency.

Static and Class Methods
In addition to instance methods, which operate on an instance of a class, Python also supports:

e Static methods: Defined with the @staticmethod decorator, these do not receive an implicit
first argument and behave like plain functions, except that they belong to the class's
namespace.



¢ Class methods: Defined with the @classmethod decorator, these receive the class as the
implicit first argument, traditionally named cls, instead of the instance. They can modify the
class state that applies across all instances of the class.

Each type of method serves its purpose depending on whether the behavior is intended to operate on
the instance, class, or without needing either.

init() Method

The _init__ method in Python is a special method used for initializing newly created objects. It's a
key part of Python classes and is known as a constructor in other object-oriented programming
languages. The _init__ method is called automatically right after an object of a class is instantiated,
allowing the class to initialize the object's attributes or perform any initial setup the object requires.

Here’s a breakdown of its features:

Syntax

class ClassName:
def init (self, parameterl, parameter2):
self.attributel = parameterl
self.attribute2 = parameter2

¢ ClassName is the name of the class.

e _init__ must have at least one argument (self), which refers to the object being created. You
can think of self as a placeholder for the instance.

e parameterl, parameter?2, etc., are additional parameters that you can pass to __init__to
initialize the object's attributes. These parameters are optional; you include them based on
what data the object needs to hold.

Purpose and Usage

The primary purpose of the _init__ method is to set up new objects using data that is provided to it
at the time of object creation. This can include setting default values for the object's attributes or
performing operations necessary for the object's initial state.

Example
In this example:

e The Person class has an __init__ method with name and age parameters, used to initialize the
name and age attributes of a Person instance.
e [t also has a method introduce_yourself that prints a greeting using the instance's attributes.

To use this class, you would create an instance of Person by providing the required arguments
(name and age):

personl = Person("Alice", 30)
personl.introduce yourself() # Output: Hi, my name is Alice and I am 30
years old.



Notes

e _init__ cannot return a value; it returns None by default.

e Although _init__is often referred to as a constructor, the actual construction of the object is
done when the object is created (before __init__is called), and __init__is there to initialize the
object's state.

e The _init__ method can be overridden by subclasses to extend or modify the initialization
process.

instance

In object-oriented programming (OOP), an instance is an individual object of a certain class. When
you create an instance of a class, you are creating an object that has all the attributes and methods
defined in the class.

In Python, you can create an instance of a class using the class name followed by a set of
parentheses. If the class has a _init__ () method, this method will be called automatically to
initialize the attributes of the instance.

Here is an example of how you can create an instance of a class in Python:

class Point:
def init (self, x, y):

self.x = x

self.y = vy
point = Point (1, 2) # creates an instance of the Point class with x =1
and y = 2

In this example, the Point class has a _init__ () method that takes two arguments x and y, and
initializes the instance's attributes x and y with these values. The point variable is assigned an
instance of the Point class with x equal to 1 and y equal to 2.

You can access the attributes of an instance using the dot notation (e.g., instance.attribute). You
can also call the methods of an instance using the same dot notation (e.g., instance.method()).

For example:

point = Point(1l, 2)
print(point.x) # Output: 1
print(point.y) # Output: 2

You can create multiple instances of the same class, each with its own attributes and methods.

For example:

pointl = Point(1l, 2)
point2 = Point(3, 4)
print(pointl.x) # Output: 1
print(pointl.y) # Output: 2
print(point2.x) # Output: 3



print(point2.y) # Output: 4

Polymorphism

In object-oriented programming (OOP), polymorphism refers to the ability of different objects to
respond to the same method call in different ways.

There are two main types of polymorphism in OOP:

Method polymorphism: This refers to the ability of different objects to respond to the same
method call in different ways, depending on the type of the object. This can be achieved through
inheritance and method overriding.

Operator polymorphism: This refers to the ability of different objects to respond to the same
operator (such as +, -, *, etc.) in different ways, depending on the type of the object. This can be
achieved through operator overloading.

In Python, method polymorphism can be achieved through inheritance and method overriding. When
a subclass (a class that is derived from another class) overrides a method of its superclass (the class
from which it is derived), the subclass's method will be called instead of the superclass's method
when the method is called on an instance of the subclass.

Here is an example of method polymorphism in Python through inheritance and method overriding:

class Shape:
def area(self):
pass # this method will be overridden in the subclass
class Rectangle(Shape):
def init (self, width, height):
self.width = width
self.height = height
def area(self):
return self.width * self.height
class Circle(Shape):
def init (self, radius):
self.radius = radius
def area(self):
return 3.14 * self.radius**2
rectangle = Rectangle(10, 20)
circle = Circle(5)
print(rectangle.area()) # Output: 200
print(circle.area()) # Output: 78.5

In this example, the Rectangle and Circle classes
single-line
In Python, single-line comments are created by placing a # symbol at the beginning of the line.

Everything following the # on that line is considered a comment and is ignored by the Python
interpreter.



Example:

# This is a single-line comment
x =5 # This is an inline comment

In this example, the first line is a comment that explains the code. The second line contains both
code and a comment. The comment explains the purpose or function of the code, which is useful for
documenting your code and making it easier to understand.

Creating Variables

Creating variables in Python is straightforward. Variables are containers for storing data values, and
Python is a dynamically typed language, meaning you don't need to declare the type of a variable
explicitly. The type is determined automatically based on the value you assign.

Here’s how you can create variables in Python:
1. Assigning a Value to a Variable

You can assign a value to a variable using the = operator.

# Integer variable
age = 25

# Float variable
price = 19.99

# String variable
name = "Alice"

# Boolean variable
is student = True

2. Variable Naming Rules

e Must start with a letter or an underscore (): Variable names cannot start with a number
or a symbol.

¢ Case-sensitive: myVar and myvar are two different variables.

¢ Can include letters, numbers, and underscores: You can use a combination of these in
your variable names.

# Valid variable names

my var = 10
_var2 = 5.5
varName = "example"

# Invalid variable names (will raise an error)
2nd var = 10 # Starts with a number
my-var = 5.5 # Contains a hyphen

3. Reassigning Variables

Variables in Python can be reassigned to a new value, even if it’s a different data type.
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= 10 # x 1s an integer
x = "Hello" # Now x 1is a string

4. Multiple Assignments

You can assign values to multiple variables in a single line.

a, b, c=1, 2, "three"
# This will result in:
#a=1

#b =2

# c = "three"

5. Assigning the Same Value to Multiple Variables

You can also assign the same value to multiple variables at once.
X =y =2z =100
6. Dynamic Typing

Since Python is dynamically typed, the type of a variable can change during the program’s
execution.

num = 5 # num 1is an integer
num = 5.5 # Now, num is a float
num = "Five" # Now, num is a string

Example Usage

Here’s a simple example that demonstrates variable creation and reassignment:

# Creating variables

username = "JohnDoe"

score = 95

is logged in = True

# Printing variables
print(username) # Output: JohnDoe
print(score) # Output: 95
print(is logged in) # Output: True
# Reassigning a variable

score = 100

print(score) # Output: 100

This example shows how to create and manipulate variables in Python.



data structure

Data structures are ways of organizing and storing data in a computer so that they can be accessed
and modified efficiently. Python, like many programming languages, offers a variety of built-in data
structures. Each structure has its unique way of storing and organizing data based on the
requirements of the tasks at hand. Here's an overview of the primary data structures in Python:

1. List

A list is an ordered collection of items (elements). Lists are mutable, meaning their elements can be
changed after the list has been created. Lists are defined by having values between square brackets

[l

Example:
my list = [1, "Hello", 3.14]

2. Tuple

A tuple is similar to a list in that it's an ordered collection of items. However, tuples are immutable,
meaning once a tuple is created, its values cannot be changed. Tuples are defined by having values
between parentheses ().

Example:
my tuple = (1, "Hello", 3.14)

3. Set

A set is an unordered collection of unique items. Sets are mutable, and they are useful for removing
duplicate values from a sequence and performing mathematical set operations like union,
intersection, difference, and symmetric difference. Sets are defined with curly braces {} or the set()
function.

Example:
my set = {1, 2, 3, 4, 5}

4. Dictionary

A dictionary is an unordered collection of key-value pairs. Dictionaries are mutable, meaning you can
change their content without changing their identity. Keys in a dictionary are unique and must be of
an immutable data type (strings, numbers, or tuples). Dictionaries are defined by having key-value
pairs within curly braces {}.

Example:

my dict = {"name": "Alice", "age": 30, "city": "New York"}



Other Data Structures
Besides the primary data structures, Python also offers more advanced data structures such as:

e List Comprehensions: Provide a concise way to create lists.

e Generator Expressions: Similar to list comprehensions but for creating generators, which
are iterators that yield items one at a time.

¢ Collections Module: This module implements specialized container data types, such as
Counter, deque, OrderedDict, defaultdict, and namedtuple.

e Heapq: Implements a heap queue or priority queue algorithm, allowing for efficient retrieval
of the smallest (or largest) item.

e Bisect: Provides support for maintaining a list in sorted order without having to sort the list
after each insertion.

Understanding and utilizing these data structures effectively can significantly enhance the efficiency
and complexity of the solutions to problems you're trying to solve in your programming tasks.

exception

ValueError

ValueError is a built-in exception in Python that is raised when a built-in operation or function
receives an argument that has the right type but an inappropriate value. For example, when passing
a string that cannot be converted to an int to the int() function, a ValueError is raised:

try:
value = int("abc")
except ValueError:
print("Could not convert the string to an integer.")

In this example, the try block contains the code that may raise an exception (the call to int("abc")).
If the argument passed to int() is not a valid integer representation, a ValueError is raised and the
code inside the corresponding except block is executed.

You can also raise a ValueError manually in your own code if you need to indicate that a specific
value is not valid for a given function or operation:

def square root(value):
if value < 0:
raise ValueError("The argument must be a positive number.")
return value ** 0.5
try:
result = square root(-4)
except ValueError as error:
print(error)

In this example, the square_root function raises a ValueError if the argument passed to it is
negative, indicating that the square root of a negative number is not a real number. If the function is
called with a negative argument, the ValueError is raised and caught in the try-except block,
printing the error message.



TypeError

TypeError is a built-in exception in Python that is raised when an operation or function is applied to
an object of inappropriate type. For example, when trying to perform arithmetic operations on
incompatible types, such as concatenating a string and an int, a TypeError is raised:

try:
value = "abc" + 123
except TypeError:
print("Cannot concatenate a string and an int.")

In this example, the try block contains the code that may raise an exception (the concatenation of a
string and an int). If the operands passed to the addition operator are not both of the same type, a
TypeError is raised and the code inside the corresponding except block is executed.

You can also raise a TypeError manually in your own code if you need to indicate that a specific
type is not valid for a given function or operation:

def divide(a, b):
if not isinstance(b, (int, float)):
raise TypeError("The second argument must be a number.")
return a / b
try:
result = divide(4, "2")
except TypeError as error:
print(error)

In this example, the divide function raises a TypeError if the second argument passed to it is not a
number (i.e., an instance of int or float), indicating that division can only be performed between
numbers. If the function is called with a second argument that is not a number, the TypeError is
raised and caught in the try-except block, printing the error message.

IndexError

IndexError is a built-in exception in Python that is raised when a sequence subscript is out of
range. A sequence in Python can be any iterable object, such as a list, tuple, or string. If you try to
access an element of a sequence using an index that is outside the range of valid indices, a
IndexError is raised:

try:
list = [1, 2, 3]
print(list[3])
except IndexError:
print("The index is out of range.")



In this example, the try block contains the code that may raise an exception (the access to the fourth
element of a list with only three elements). If the index passed to the list is greater than or equal to
the length of the list, a IndexError is raised and the code inside the corresponding except block is
executed.

You can also raise a IndexError manually in your own code if you need to indicate that a specific
index is not valid for a given sequence:

def get element(list, index):
if index >= len(list):
raise IndexError("The index is out of range.")
return list[index]
try:
result = get element([1, 2, 3], 3)
except IndexError as error:
print(error)

In this example, the get_element function raises a IndexError if the index passed to it is greater
than or equal to the length of the list, indicating that the index is out of range. If the function is
called with an index that is out of range, the IndexError is raised and caught in the try-except
block, printing the error message.

KeyError

found in the dictionary. A dictionary is a collection of key-value pairs, where each key is unique and
maps to a corresponding value. If you try to access the value of a key that is not in the dictionary, a
KeyError is raised:

try:
dictionary = {"a": 1, "b": 2, "c": 3}
print(dictionary["d"])

except KeyError:
print("The key is not in the dictionary.")

In this example, the try block contains the code that may raise an exception (the access to the value
of the key "d" in a dictionary that only contains keys "a", "b", and "c"). If the key passed to the
dictionary is not found in the dictionary, a KeyError is raised and the code inside the corresponding
except block is executed.

You can also raise a KeyError manually in your own code if you need to indicate that a specific key
is not valid for a given dictionary:

def get value(dictionary, key):
if key not in dictionary:
raise KeyError("The key is not in the dictionary.")
return dictionary[key]
try:
result = get value({"a": 1, "b": 2,
except KeyError as error:

c": 3}, "d")



print(error)

In this example, the get_value function raises a KeyError if the key passed to it is not found in the
dictionary, indicating that the key is not in the dictionary. If the function is called with a key that is
not in the dictionary, the KeyError is raised and caught in the try-except block, printing the error
message.

NameError

NameError is a built-in exception in Python that is raised when a name is not found in the
namespace. A namespace is a collection of names that are associated with values or objects. If you
try to use a name that is not defined in the current namespace, a NameError is raised:

try:
print(undefined variable)
except NameError:
print("The variable is not defined.")

In this example, the try block contains the code that may raise an exception (the access to the value
of the undefined variable undefined_variable). If the variable passed is not defined in the
namespace, a NameError is raised and the code inside the corresponding except block is executed.

You can also raise a NameError manually in your own code if you need to indicate that a specific
name is not valid for a given namespace:

def get variable(name):
if name not in globals():
raise NameError("The variable is not defined.")
return globals () [name]
try:
result = get variable("undefined variable")
except NameError as error:
print(error)

In this example, the get_variable function raises a NameError if the name passed to it is not found
in the global namespace, indicating that the variable is not defined. If the function is called with a
name that is not in the global namespace, the NameError is raised and caught in the try-except
block, printing the error message.

ZeroDivisionError

ZeroDivisionError is a built-in exception in Python that is raised when an operation is attempted to
be performed that would result in a division by zero. This is generally considered an invalid



operation, and so Python raises the ZeroDivisionError exception:

try:
result =5/ 0
except ZeroDivisionError:
print("Cannot perform division by zero.")

In this example, the try block contains the code that may raise an exception (the division of 5 by 0).
If the division by zero is attempted, a ZeroDivisionError is raised and the code inside the
corresponding except block is executed.

You can also raise a ZeroDivisionError manually in your own code if you need to indicate that a
specific division is not valid:

def divide(dividend, divisor):
if divisor ==
raise ZeroDivisionError("Cannot perform division by zero.")
return dividend / divisor
try:
result = divide(5, 0)
except ZeroDivisionError as error:
print(error)

In this example, the divide function raises a ZeroDivisionError if the divisor passed to it is zero,
indicating that the division is not valid. If the function is called with a divisor of zero, the
ZeroDivisionError is raised and caught in the try-except block, printing the error message.

ImportError

ImportError is a built-in exception in Python that is raised when an import statement fails to find
the specified module or package. This can occur if the module or package does not exist in the
specified location, or if there is a syntax error in the import statement:

try:
import non existent module
except ImportError:
print("The specified module could not be found.")

In this example, the try block contains the code that may raise an exception (the import of the
non_existent_module). If the module does not exist, a ImportError is raised and the code inside
the corresponding except block is executed.

You can also raise an ImportError manually in your own code if you need to indicate that a specific
module or package cannot be imported:

def import module(module name):



try:
__import__ (module name)
except ImportError:
raise ImportError(f"The module '{module name}' could not be
imported.")
try:
import _module("non existent module")
except ImportError as error:
print(error)

In this example, the import_module function raises an ImportError if the specified module cannot
be imported. If the function is called with a non-existent module name, the ImportError is raised
and caught in the try-except block, printing the error message.

Regular Expressions

Introduction to Regular Expressions

Regular Expressions, commonly referred to as "regex" or "regexp," are a powerful tool for matching
patterns in strings of text. They are used in a variety of applications, including text processing,
search and replace operations, data validation, and more.

A regular expression is a sequence of characters that defines a search pattern. This pattern can then
be used to match against a target string, with the goal of finding matches or extracting specific parts
of the string.

Regular expressions are based on a formal language that uses a specific syntax to describe patterns.
This syntax consists of a set of characters and symbols that have special meanings, such as
specifying the number of times a pattern should occur, or indicating the start or end of a string.

Despite their complex syntax, regular expressions are an incredibly versatile and efficient tool for
string manipulation, and are supported by many programming languages, text editors, and other
tools. Whether you're a software developer, data analyst, or simply need to process text data,
understanding the basics of regular expressions can greatly improve your productivity and
efficiency.

Basic Regular Expression Syntax

Basic Regular Expression Syntax is the foundation for creating patterns that can be used to match
against a target string. The syntax consists of a set of characters and symbols that have special
meanings, including literals, metacharacters, character classes, ranges, and grouping.

Here is a detailed explanation of each of these elements of basic regular expression syntax:

Literals: Any character that is not a metacharacter is considered a literal, and will match itself
exactly in the target string. For example, the regular expression "hello" will match the string "hello."

import re
string = "hello world"
# Using the search() method



match = re.search("hello", string)
if match:
print("Match found!")
else:
print("Match not found.")
# Output: Match found!

Metacharacters: Certain characters have special meaning in regular expressions and are referred to
as metacharacters. Some common metacharacters include:

e . (dot): Matches any single character except a newline character. For example, the regular
expression "h.llo" would match the string "hello" as well as "hllo."

import re
string = "hello world"
# Using the search() method
match = re.search("h.1llo", string)
if match:
print("Match found!")
else:
print("Match not found.")
# Output: Match found!

o (asterisk): Matches zero or more occurrences of the preceding character or group. For
example, the regular expression "he*llo" would match the string "hello" as well as "hllo."
import re
string = "hllo world"
# Using the search() method
match = re.search("he*llo", string)
if match:
print("Match found!")
else:
print("Match not found.")
# Output: Match found!

e (plus): Matches one or more occurrences of the preceding character or group. For example,
the regular expression "he+llo" would match the string "hello" but not "hllo."

import re
string = "hllo world"
# Using the search() method
match = re.search("he+ll0", string)
if match:
print("Match found!")
else:
print("Match not found.")
# Output: Match not found.



¢ ? (question mark): Matches zero or one occurrence of the preceding character or group. For
example, the regular expression "he?llo" would match the string "hello" as well as "hllo."

import re
string = "hllo world"
# Using the search() method
match = re.search("he?1l0", string)
if match:
print("Match found!")
else:
print("Match not found.")
# Output: Match found!

e {m,n} (brace): Matches the preceding character or group at least m times and no more than n
times. For example, the regular expression "he{2,3}1l0" would match the string "heello" as
well as "hehello."

import re
string = "hehello world"
# Using the search() method
match = re.search("he{2,3}llo", string)
if match:
print("Match found!")
else:
print("Match not found.")
# Output: Match found!

e ~ (caret): Matches the start of the line. For example, the regular expression "~ hello" would
match the string "hello world" but not "world hello."

import re
string = "hello world"
# Using the search() method
match = re.search("~hello", string)
if match:
print("Match found!")
else:
print("Match not found.")
# Output: Match found!

e $ (dollar sign): Matches the end of the line. For example, the regular expression "world$"
would match the string "hello world" but not "world hello."

import re
string = "hello world"
# Using the search() method
match = re.search("world$", string)
if match:
print("Match found!")
else:
print("Match not found.")



# Output: Match found!

Character Classes: Character classes allow you to match any one character from a set of characters.
The set of characters is defined between square brackets []. For example, the regular expression
"[aeiou]" would match any one of the vowels.

import re
string = "hello world"
# Using the search() method
match = re.search("[aeioul]", string)
if match:
print("Match found!")
else:
print("Match not found.")
# Output: Match found!

Ranges: You can define ranges of characters within a character class by using a hyphen (-). For
example, the regular expression "[a-z]" would match any lowercase letter.

import re
string = "hello world"
# Using the search() method
match = re.search("[a-z]", string)
if match:
print("Match found!")
else:
print(“Match not found.")
# Output: Match found!

Grouping: Grouping allows you to apply operators such as *, +, and ? to a group of characters rather
than just a single character. Grouping is performed using parentheses. For example, the regular
expression "(he)+l1lo" would match the string "hello" as well as "hehello."

import re
string = "hehello world"
# Using the search() method
match = re.search("(he)+1llo", string)
if match:
print("Match found!")
else:
print("Match not found.")
# Output: Match found!

These are the basic elements of regular expression syntax, and they can be combined to create
complex patterns that can be used to match a wide variety of strings.



Character Classes and Ranges

Character classes and ranges are powerful features of regular expressions that allow you to specify
a set of characters that can be matched in a string.

Character classes are defined by enclosing a set of characters within square brackets []. For
example, the character class [aeiou] would match any one of the vowels. You can use a dash (-) to
specify a range of characters within a character class. For example, [a-z] would match any lowercase
letter.

Here are some examples of character classes and ranges in use:

import re
# Match a string containing any vowel
string = "hello world"
match = re.search("[aeioul]", string)
if match:

print("Match found!")
else:

print("Match not found.")
# Output: Match found!
# Match a string containing only lowercase letters
string = "hello world"
match = re.search("~[a-z]+$", string)
if match:
print("Match found!")
else:
print("Match not found.")
# Output: Match not found.

You can also use the caret (™) within square brackets to specify a negated character class. A
negated character class matches any character that is not in the set of characters specified within
the square brackets. For example, [~aeiou] would match any character that is not a vowel.

import re
# Match a string containing characters that are not vowels
string = "hello world"
match = re.search("["aeiou]", string)
if match:
print("Match found!")
else:
print("Match not found.")
# Output: Match found!

In summary, character classes and ranges are an important aspect of regular expressions and allow
you to match specific sets of characters in a string.



Anchors and Boundaries

Anchors and boundaries are special characters in regular expressions that allow you to specify the
position of the match within a string. They provide a way to ensure that a match occurs at the
beginning or end of a string, or on a word boundary.

Here are some common anchors and boundaries:

e ~ (caret) matches the beginning of a line.
¢ $ (dollar sign) matches the end of a line.
 \b matches a word boundary.

¢ \B matches a non-word boundary.

Here are some examples of how to use anchors and boundaries in regular expressions:

import re
# Match a string that starts with "hello"
string = "hello world"
match = re.search("~hello", string)
if match:
print("Match found!")
else:

print("Match not found.")
# Output: Match found!
# Match a string that ends with "world"
string = "hello world"
match = re.search("world$", string)
if match:
print("Match found!")
else:
print("Match not found.")
# Output: Match found!
# Match a word that starts and ends with "he"

string = "hello world"
match = re.search(r"\bhe\b", string)
if match:
print("Match found!")
else:

print("Match not found.")
# Output: Match not found.

In summary, anchors and boundaries provide a way to specify the position of a match within a string
and are useful when you need to match a string at the beginning or end of a line or on a word
boundary.

Repetition and Grouping



Repetition and grouping are two powerful features of regular expressions that allow you to specify
the number of times a pattern should be repeated and to group multiple patterns together.

Repetition can be specified using the following special characters:

e * (asterisk) matches zero or more occurrences of the preceding character or group.

e + (plus sign) matches one or more occurrences of the preceding character or group.

¢ ? (question mark) matches zero or one occurrence of the preceding character or group.

e {m,n} (curly braces) matches between m and n occurrences of the preceding character or
group.

Here are some examples of how to use repetition in regular expressions:

import re
# Match a string that contains zero or more vowels
string = "hello world"
match = re.search("[aeiou]*", string)
if match:
print("Match found!")
else:

print("Match not found.")
# Output: Match found!
# Match a string that contains one or more vowels
string = "hello world"
match = re.search("[aeiou]+", string)
if match:
print("Match found!")
else:
print("Match not found.")
# Output: Match found!
# Match a string that contains exactly two vowels

string = "hello world"
match = re.search("[aeiou]{2}", string)
if match:
print("Match found!")
else:

print("Match not found.")
# Output: Match found!

Grouping allows you to group multiple patterns together and treat them as a single unit. Groups are
defined using parentheses (). For example, the pattern (hello) matches the string "hello".

Here are some examples of how to use grouping in regular expressions:

In summary, repetition and grouping are important features of regular expressions that allow you to
specify the number of times a pattern should be repeated and to group multiple patterns together.
They provide a way to create more complex patterns and extract specific parts of a string.



Lookahead and Lookbehind

Lookahead and lookbehind are two advanced features of regular expressions that allow you to match
a pattern only if it is followed or preceded by another pattern, without including the preceding or
following pattern in the final match.

Lookahead is specified using the syntax (?=pattern), where pattern is the pattern that must be
followed by the preceding pattern in order to match. For example, the pattern \w+(?=\s) matches a
word followed by a space.

Lookbehind is specified using the syntax (?<=pattern), where pattern is the pattern that must
precede the preceding pattern in order to match. For example, the pattern (?<=\s)\w+ matches a
word preceded by a space.

Here are some examples of how to use lookahead and lookbehind in regular expressions:

import re
# Match a word followed by a space
string = "hello world"
match = re.search(r"\w+(?=\s)", string)
if match:

print("Match found!")
else:

print("Match not found.")
# Output: Match found!
# Match a word preceded by a space
string = "hello world"
match = re.search(r"(?<=\s)\w+", string)
if match:

print("Match found!")
else:

print(“Match not found.")
# Output: Match found!

In summary, lookahead and lookbehind are advanced features of regular expressions that allow you
to match a pattern only if it is followed or preceded by another pattern. They provide a way to create
more complex patterns and extract specific parts of a string.

Pattern Modifiers and Flags

Pattern modifiers and flags are options that can be added to a regular expression to modify its
behavior. They allow you to control the way the regular expression engine processes the pattern.

Here are some common pattern modifiers and flags:

e re.I (re.IGNORECASE) - makes the match case-insensitive.
e re.M (re. MULTILINE) - makes the ~ and $ metacharacters match the beginning and end of
each line, rather than the entire string.



e re.S (re.DOTALL) - makes the dot metacharacter (.) match all characters, including newline
characters.

e re.X (re. VERBOSE) - allows you to add comments and whitespace to the pattern to make it
easier to read.

Here are some examples of how to use pattern modifiers and flags in regular expressions:

import re
# Match a string regardless of case
string = "Hello World"
match = re.search(r"hello", string, re.I)
if match:
print("Match found!")
else:
print("Match not found.")
# Output: Match found!
# Match a string that contains multiple lines
string = "hello\nworld"
match = re.search(r"~hello$", string, re.M)
if match:
print("Match found!")
else:
print("Match not found.")
# Output: Match not found.
# Match a string that contains a dot character

string = "hello.world"
match = re.search(r"hello.world", string, re.S)
if match:
print("Match found!")
else:

print("Match not found.")
# Output: Match found!
# Match a string with a pattern that is easier to read
string = "hello world"
match = re.search(r"""
\w+ # match one or more word characters
\s+ # match one or more whitespace characters
\w+ # match one or more word characters
"t string, re.X)
if match:
print("Match found!")
else:
print("Match not found.")
# Output: Match found!

In summary, pattern modifiers and flags are options that can be added to a regular expression to
modify its behavior. They provide a way to control the way the regular expression engine processes
the pattern and can be used to make your regular expressions more flexible and powerful.



Pattern Modifiers and Flags

Pattern modifiers and flags are options that can be added to a regular expression to modify its
behavior. They allow you to control the way the regular expression engine processes the pattern.

Here are some common pattern modifiers and flags:

¢ re.I (re.IGNORECASE) - makes the match case-insensitive.

e re.M (re. MULTILINE) - makes the ~ and $ metacharacters match the beginning and end of
each line, rather than the entire string.

e re.S (re.DOTALL) - makes the dot metacharacter (.) match all characters, including newline
characters.

e re.X (re. VERBOSE) - allows you to add comments and whitespace to the pattern to make it
easier to read.

Here are some examples of how to use pattern modifiers and flags in regular expressions:

import re
# Match a string regardless of case
string = "Hello World"
match = re.search(r"hello", string, re.I)
if match:
print("Match found!")
else:
print("Match not found.")
# Output: Match found!
# Match a string that contains multiple lines
string = "hello\nworld"
match = re.search(r"~hello$", string, re.M)
if match:
print("Match found!")
else:
print(“Match not found.")
# Output: Match not found.

Matching with Regular Expressions in Programming Languages

Matching with regular expressions is a common task in many programming languages, and most
programming languages provide libraries or modules for working with regular expressions. Here are
some examples of how to match with regular expressions in a few popular programming languages:

import re

# Search for a pattern in a string
string = "Hello World"

match = re.search(r"Hello", string)
if match:



print("Match found!")
else:
print("Match not found.")
# Output: Match found!
# Search and replace a pattern in a string
string = "Hello World"
new string = re.sub(r"Hello", "Goodbye", string)
print(new string)
# Output: Goodbye World

These are just a few examples, but the basic idea is the same in all programming languages: you
define a regular expression pattern, and then use a function or method to search for the pattern in a
string. Depending on the programming language, you may have additional options and features for
working with regular expressions.

Advanced Regular Expression Techniques
Non-capturing groups:

Non-capturing groups allow you to group patterns together, without capturing the matched text for
later use. To create a non-capturing group, use the syntax (?:pattern). For example, if you want to
match a string that contains the word "cat" followed by either "dog" or "horse", but you don't want to
capture the matched text for later use, you could use the following regular expression:

import re
regex = re.compile(r"cat(?:dog|horse)")
# Returns a match object if the pattern is found
result = regex.search("The cat is followed by a dog.")
if result:

print("Match found:", result.group())
else:

print("Match not found.")

In this example, the non-capturing group (?:dog|horse) is used to match either "dog" or "horse", but
the matched text is not captured for later use.

Backreferences:

Backreferences allow you to reuse the text matched by a capturing group in the same regular
expression. To create a backreference, use the syntax \n, where n is the number of the capturing
group that you want to reference. For example, if you want to match strings that repeat a word, you
could use the following regular expression:

import re

regex = re.compile(r" (\w+)\s\1")

# Returns a match object if the pattern is found
result = regex.search("The cat cat is cute.")

if result:



print("Match found:", result.group())
else:
print("Match not found.")

In this example, the capturing group (\w+) matches the first word, and the backreference \1
matches the second instance of the same word.

Named capturing groups:

Named capturing groups allow you to give a descriptive name to a capturing group, making your
code more readable and easier to maintain. To create a named capturing group, use the syntax
(?P<name>pattern). For example, if you want to match a date in the format dd/mm/yyyy, you
could use the following regular expression:

import re
regex = re.compile(r" (?P<day>\d{2})/(?P<month>\d{2})/(?P<year>\d{4})")
# Returns a match object if the pattern is found
result = regex.search("Today's date is 10/02/2023.")
if result:
print("Match found:", result.group())
print("Day:", result.group("day"))
print("Month:", result.group("month"))
print("Year:", result.group("year"))
else:
print("Match not found.")

In this example, the named capturing groups (?P<day>\d{2}), (?P<month>\d{2}), and
(?P<year>\d{4}) are used to match the day, month, and year of the date, respectively. The
matched text can be accessed using the group() method and the name of the capturing group.

Lookaround assertions:

Lookaround assertions allow you to match a pattern only if it is followed by, or not followed by,
another pattern. There are two types of lookaround assertions: positive lookahead and positive
lookbehind, and negative lookahead and negative lookbehind.

Positive lookahead allows you to match a pattern only if it is followed by another pattern. To create a
positive lookahead, use the syntax (?=pattern). For example, if you want to match the word "cat"
only if it is followed by the word "dog", you could use the following regular expression:

import re
regex = re.compile(r"cat(?=dog)")
# Returns a match object if the pattern is found
result = regex.search("The cat is followed by a dog.")
if result:

print("Match found:", result.group())
else:

print("Match not found.")

In this example, the positive lookahead (?=dog) allows the regular expression to match the word
"cat" only if it is followed by the word "dog".



Negative lookahead allows you to match a pattern only if it is not followed by another pattern. To
create a negative lookahead, use the syntax (?!pattern). For example, if you want to match the
word "cat" only if it is not followed by the word "dog", you could use the following regular
expression:

import re
regex = re.compile(r"cat(?!dog)")
# Returns a match object if the pattern is found
result = regex.search("The cat is not followed by a dog.")
if result:
print("Match found:", result.group())
else:
print("Match not found.")

In this example, the negative lookahead (?!dog) allows the regular expression to match the word
“cat" only if it is not followed by the word "dog".

Positive lookbehind and negative lookbehind work similarly to positive lookahead and negative
lookahead, but they look for a pattern before the matched pattern, rather than after. The syntax for
positive lookbehind is (?<=pattern) and for negative lookbehind is (?<!pattern).

Another advanced technique is using backreferences. Backreferences allow you to reuse the
matched pattern in the same regular expression. To create a backreference, use the syntax \n,
where n is the number of the capturing group you want to reference.

For example, let's say you want to match a repeated word in a string. You could use the following
regular expression with a capturing group and a backreference:

import re
regex = re.compile(r" (\w+)\s+\1")
# Returns a match object if the pattern is found
result = regex.search("The cat in the hat.")
if result:
print("Match found:", result.group())
else:
print("Match not found.")

In this example, the capturing group (\w+) matches a word, and the backreference \1 matches the
same word that was matched by the capturing group.

Another advanced technique is using the re module's sub function, which allows you to replace
matched patterns with new text. Here's an example of using sub to remove all occurrences of a
repeated word in a string:

import re

regex = re.compile(r" (\w+)\s+\1")

# Replaces all occurrences of a repeated word

new string = regex.sub(r"\1", "The cat in the hat.")



print("New string:", new string)

In this example, the sub function replaces all occurrences of a repeated word with only one instance
of the word, using the backreference \1.

gui
Basic GUI design using Tkinter

Sure, I'd be happy to explain how to create a basic GUI design using Tkinter in Python and provide
some sample code.

Tkinter is a built-in Python library used for creating graphical user interfaces (GUIs). The following
steps will create a simple GUI with a single button that, when clicked, will display a message box.

Step 1: Import the Tkinter module

The first step is to import the Tkinter module so that you can use it to create your GUI.
import tkinter as tk

Step 2: Create the main window

The next step is to create the main window for your GUI. You can do this using the Tk class from the
Tkinter module.

window = tk.Tk()
window.title("My First GUI")

This creates a new window and sets its title to "My First GUI".
Step 3: Add a button

The next step is to add a button to your GUI. You can do this using the Button class from the Tkinter
module.

button = tk.Button(window, text="Click Me")
button.pack()

This creates a new button with the label "Click Me" and adds it to the main window using the pack()
method. You can also specify the size and position of the button using other layout managers like
grid() and place().

Step 4: Add functionality to the button

The final step is to add functionality to the button so that it displays a message box when clicked.
You can do this using the messagebox module from the Tkinter library.

from tkinter import messagebox
def display message():



messagebox.showinfo("Hello", "Welcome to my GUI!")
button.config(command=display message)

This code creates a function called display_message() that displays a message box with the title
"Hello" and the message "Welcome to my GUI!" when called. The command attribute of the button
is then set to this function so that it is executed when the button is clicked.

Step 5: Run the GUI

The final step is to start the main event loop for the GUI.
window.mainloop()

This method starts the main event loop for the GUI and allows it to respond to user interactions.

Here is the full code for a basic GUI with a single button:

import tkinter as tk
from tkinter import messagebox
def display message():

messagebox.showinfo("Hello", "Welcome to my GUI!")
window = tk.Tk()
window.title("My First GUI")
button = tk.Button(window, text="Click Me")
button.pack()
button.config(command=display message)
window.mainloop()

When you run this code, a new window will appear with a single button labeled "Click Me". When
you click the button, a message box will appear with the title "Hello" and the message "Welcome to
my GUI!".

Event-driven programming and event handling in Tkinter

Event-driven programming is a programming paradigm where the flow of the program is determined
by user interactions or other external events, rather than by the programmer. In an event-driven
program, the program waits for events to occur, and then reacts to those events with appropriate
actions.

Tkinter is a library that uses event-driven programming to create graphical user interfaces (GUIs).
Tkinter provides a way to handle events using callback functions. A callback function is a function
that is called when an event occurs. The event that triggers the callback function is passed as an
argument to the function.

Here's an example of event handling in Tkinter:

import tkinter as tk



def on button click(event):

print("Button was clicked")
window = tk.Tk()
button = tk.Button(window, text="Click me")
button.bind("<Button-1>", on button click)
button.pack()
window.mainloop()

In this example, we create a function called on_button_click that prints a message to the console.
We then create a new window and a button, and bind the <Button-1> event to the
on_button_click function using the bindmethod. The "<Button-1>" string is a special string that
represents the left mouse button click event.

When the user clicks the button, the on_button_click function is called, and the message "Button
was clicked" is printed to the console.

Tkinter provides many other event types that can be used to handle different user interactions, such
as button presses, key presses, and mouse movements. Here's an example that handles a key press
event:

import tkinter as tk
def on_key press(event):

print(f"Key '{event.char}' was pressed")
window = tk.Tk()
window.bind("<Key>", on key press)
window.mainloop()

In this example, we create a function called on_key press that prints the key that was pressed. We
then bind the <Key> event to the on_key_press function using the bind method.

When the user presses a key while the window is in focus, the on_key press function is called, and
the message "Key 'x' was pressed" is printed to the console, where 'x' is the character that was
pressed.

These examples demonstrate how to handle events in Tkinter using callback functions. By using
event-driven programming, you can create GUIs that are more responsive to user interactions and
that provide a more engaging user experience.

Layout management with Tkinter

Layout management is an important aspect of GUI programming with Tkinter. Tkinter provides
three main layout managers: pack, grid, and place, that can be used to control the size and position
of widgets in a window.

Pack layout manager

The pack() method is used to place widgets in a horizontal or vertical box layout. It is the simplest
layout manager and is often used for simple GUIs. The pack() method takes several optional



arguments to control how the widgets are placed in the box.

import tkinter as tk

window = tk.Tk()

labell = tk.Label(window, text="Label 1")
labell.pack()

label2 = tk.Label(window, text="Label 2")
label2.pack()

window.mainloop()

In this example, two label widgets are created and added to the window using the pack() method.
The pack() method automatically places the widgets in a vertical layout.

Grid layout manager

The grid() method is used to place widgets in a two-dimensional grid layout. The grid layout is more
flexible than the pack layout and is often used for more complex GUIs. The grid() method takes two
arguments, row and column, to specify the location of the widget in the grid.

import tkinter as tk

window = tk.Tk()

labell = tk.Label(window, text="Label 1")
labell.grid(row=0, column=0)

label2 = tk.Label(window, text="Label 2")
label2.grid(row=0, column=1)
window.mainloop()

In this example, two label widgets are created and added to the window using the grid() method. The
first label is placed in the first row and first column of the grid, and the second label is placed in the
first row and second column of the grid.

Place layout manager

The place() method is used to place widgets at specific locations in the window. The place() method
takes several arguments to control the size and position of the widget.

import tkinter as tk

window = tk.Tk()

labell = tk.Label(window, text="Label 1")
labell.place(x=50, y=50)

label2 = tk.Label(window, text="Label 2")
label2.place(x=100, y=100)
window.mainloop()

In this example, two label widgets are created and added to the window using the place() method.
The first label is placed at (50, 50) coordinates and the second label is placed at (100, 100)
coordinates.

These are the basic layout managers in Tkinter. By combining these layout managers, you can create
complex and responsive GUIs that adapt to different screen sizes and user interactions.



Widgets and their use in Tkinter (buttons, labels, entry boxes, check buttons, radio buttons, etc.

kinter provides a wide range of widgets that can be used to create graphical user interfaces (GUIs).
Here are some of the most commonly used widgets and their uses:

Label

The Label widget is used to display text or an image in a window.

import tkinter as tk

window = tk.Tk()

label = tk.Label(window, text="Hello, world!")
label. pack()

window.mainloop()

Button

The Button widget is used to create clickable buttons in a window. You can specify a command to be
executed when the button is clicked.

import tkinter as tk
window = tk.Tk()
def on button click():
print("Button was clicked")
button = tk.Button(window, text="Click me", command=on button click)
button.pack()
window.mainloop()

Entry

The Entry widget is used to create text entry boxes in a window. You can get or set the text in the
entry box using the get() and set() methods.

import tkinter as tk

window = tKk.Tk()

entry = tk.Entry(window)

entry.pack()

text = entry.get() # get the text in the entry box
window.mainloop()

Checkbutton

The Checkbutton widget is used to create checkboxes in a window. You can check or uncheck the
box using the select() and deselect() methods.

import tkinter as tk
window = tk.Tk()



var = tk.IntVar()
checkbutton = tk.Checkbutton(window, text="Check me", variable=var)
checkbutton.pack()
if var.get():
print("Checkbox is checked")
window.mainloop()

Radiobutton

The Radiobutton widget is used to create groups of radio buttons in a window. You can get or set the
selected button using the select() and deselect() methods.

import tkinter as tk
window = tk.Tk()
var = tk.IntVar()
radiobuttonl = tk.Radiobutton(window, text="Option 1", variable=var,
value=1)
radiobuttonl.pack()
radiobutton2 = tk.Radiobutton(window, text="Option 2", variable=var,
value=2)
radiobutton2.pack()
if var.get() == 1:
print("Option 1 is selected")
elif var.get() ==
print("Option 2 is selected")
window.mainloop()

These are just a few of the many widgets available in Tkinter. By using these widgets, you can create
rich and interactive GUIs for your Python applications.

Menu creation with Tkinter

In Tkinter, you can create menus in your GUI using the Menu widget. The Menu widget provides a
standard hierarchical menu that pops up from the top of a window.

Here's an example of how to create a simple menu using Tkinter:

import tkinter as tk

def on file new():
print("File -> New")

def on file open():
print("File -> Open")

def on file exit():
print("File -> Exit")
window.quit()

def on_help about():
print("Help -> About")



window = tk.Tk()

# create the main menu

menu = tk.Menu(window)

window.config(menu=menu)

# create the File menu

file menu = tk.Menu(menu, tearoff=0)

menu.add cascade(label="File", menu=file menu)

file menu.add command(label="New", command=on file new)
file menu.add command(label="0Open", command=on file open)
file menu.add separator()

file menu.add command(label="Exit", command=on file exit)
# create the Help menu

help menu = tk.Menu(menu, tearoff=0)

menu.add cascade(label="Help", menu=help menu)

help menu.add command(label="About", command=on help about)
window.mainloop()

In this example, we create a main menu using the Menu widget and set it as the window's menu
using the config method. We then create two submenus, File and Help, using the add_cascade
method. Each submenu is created using the Menu widget and added to the main menu.

Within each submenu, we create menu items using the add_command method. We specify a label
for the menu item and a function to be called when the menu item is selected. We also add a
separator using the add_separator method to create a visual break between menu items.

When a menu item is selected, its associated function is called. In this example, we simply print a
message to the console. Note that for the Exit menu item, we call the quit method of the window to
close the application.

Menus can be customized in many ways, including adding keyboard shortcuts, icons, and submenus.
With Tkinter, you can create powerful and flexible menus that allow users to interact with your
application in a variety of ways.

Dialog boxes and message boxes in Tkinter

In Tkinter, you can create dialog boxes and message boxes to display information, ask for user input,
and prompt for confirmation. These are typically used to provide feedback to the user or to get
additional information needed to complete a task.

Here's an example of how to create a simple message box in Tkinter:

import tkinter as tk
from tkinter import messagebox
def on button click():
messagebox.showinfo("Info", "This is an info message")
window = tk.Tk()
button = tk.Button(window, text="Click me", command=on button click)
button.pack()



window.mainloop()

In this example, we create a button and associate it with a function on_button_click. When the
button is clicked, the function calls the showinfo method of the messagebox module to display a
message box with the title "Info" and the message "This is an info message".

You can also create other types of message boxes using the messagebox module, including warning
boxes, error boxes, and question boxes. Here are some examples:

messagebox.showwarning("Warning", "This is a warning message")
messagebox.showerror("Error", "This is an error message")
messagebox.askquestion("Question", "Do you want to proceed?")

In addition to message boxes, you can also create dialog boxes in Tkinter to get user input or prompt
for confirmation. Here's an example of how to create a simple dialog box with an entry field:

import tkinter as tk
from tkinter import simpledialog
def on button click():
name = simpledialog.askstring("Name", "What is your name?")
if name:
print("Hello,
window = tk.Tk()
button = tk.Button(window, text="Click me", command=on button click)
button.pack()
window.mainloop()

+ name)

In this example, we create a button and associate it with a function on_button_click. When the
button is clicked, the function calls the askstring method of the simpledialog module to display a
dialog box with the title "Name" and the prompt "What is your name?". The user's input is then
stored in the name variable and printed to the console.

There are many other types of dialog boxes you can create in Tkinter, including file dialogs, color
dialogs, and message boxes with custom buttons. By using these dialog boxes, you can create rich
and interactive GUIs for your Python applications.

Custom widget creation with Tkinter

In Tkinter, you can create your own custom widgets to extend the functionality of the standard
widgets or to create entirely new ones. Custom widgets can be used just like the built-in widgets,
and can be integrated seamlessly into your application.

Here's an example of how to create a custom button widget in Tkinter:

import tkinter as tk
class CustomButton(tk.Frame):
def init (self, parent, text, command=None):



super(). init (parent)
self.button = tk.Button(self, text=text, command=command)
self.button.pack(fill="'both', expand=True)
self.bind("<Button-1>", self.on button click)
def on button click(self, event):

print("Button clicked")

window = tk.Tk()

custom button = CustomButton(window, text="Click me")

custom button.pack()

window.mainloop()

In this example, we create a custom button widget by subclassing the tk.Frame widget. We create a
standard tk.Button widget inside the custom button and add it to the frame using the pack method.
We also bind the <Button-1> event to the custom button's on_button_click method.

When the custom button is clicked, the on_button_click method is called and the message "Button
clicked" is printed to the console.

Custom widgets can be customized in many ways, including adding additional widgets, using
different layouts, and changing the appearance and behavior of the widget. By creating custom
widgets in Tkinter, you can create powerful and flexible GUIs that meet the specific needs of your
application.

Drawing with Tkinter (canvas widget)

The Canvas widget in Tkinter provides a powerful way to draw graphics and shapes on a graphical
surface. You can use the Canvas widget to create complex drawings, graphs, and charts, or to
display images and animations.

Here's an example of how to use the Canvas widget in Tkinter to draw a simple line:

import tkinter as tk

window = tk.Tk()

canvas = tk.Canvas(window, width=200, height=200)
canvas.pack()

line = canvas.create line(0, 0, 200, 200)
window.mainloop()

In this example, we create a Canvas widget with a width and height of 200 pixels. We then use the
create_linemethod of the Canvas widget to draw a line from the point (0,0) to the point (200,200).
The create_line method returns an ID for the line, which we store in the line variable.

You can also use the Canvas widget to draw other types of shapes, such as rectangles, ovals, arcs,
and polygons. Here's an example of how to draw a rectangle on the Canvas widget:

rectangle = canvas.create rectangle(50, 50, 150, 150, fill="red")



In this example, we use the create_rectangle method to draw a rectangle with a top-left corner at
(50,50) and a bottom-right corner at (150,150). We also set the fill attribute to "red" to fill the
rectangle with a solid red color.

You can also use the Canvas widget to display images and text. Here's an example of how to display
an image on the Canvas widget:

from PIL import Image, ImageTk

image = Image.open("example.png")

photo = ImageTk.PhotoImage(image)
canvas.create image(100, 100, image=photo)

In this example, we use the Python Imaging Library (PIL) to load an image file and create a
PhotoImage object from it. We then use the create_image method of the Canvas widget to display
the image on the canvas at the point (100,100).

The Canvas widget in Tkinter provides a wide range of capabilities for drawing and displaying
graphics. By using the Canvas widget, you can create highly customizable and interactive
visualizations for your Python applications.

Advanced GUI design with Tkinter (including images, fonts, and styles)

In addition to basic GUI design, Tkinter also provides advanced capabilities for designing custom
interfaces, including the ability to use images, fonts, and custom styles.

Using Images:

To use images in Tkinter, you first need to create a Photolmage object from the image file using the
ImageTk module from the PIL library. Once you have a PhotoImage object, you can use it as the
source for a Label widget or as part of a custom drawing on a Canvas widget.

Here's an example of how to use an image in a Label widget:

import tkinter as tk

from PIL import Image, ImageTk
window = tk.Tk()

image = Image.open("example.png")
photo = ImageTk.PhotoImage(image)
label = tk.Label(window, image=photo)
label. pack()

window.mainloop()

In this example, we load an image file using the PIL library, create a PhotoImage object from the
image file, and then create a Label widget with the image attribute set to the PhotoImage object.

Using Fonts:

To use custom fonts in Tkinter, you can create a Font object with the desired font family, size, and



style. You can then use the Font object as the font for any widget that has a font attribute, such as
Label, Button, and Entry widgets.

Here's an example of how to use a custom font in a Label widget:

import tkinter as tk

window = tk.Tk()

custom font = ("Arial", 14, "bold")

label = tk.Label(window, text="Hello, World!", font=custom font)
label. pack()

window.mainloop()

In this example, we create a Font object with the Arial font family, a size of 14 points, and a bold
style. We then create a Label widget with the text attribute set to "Hello, World!" and the font
attribute set to the custom font.

Using Styles:

To create custom styles in Tkinter, you can use the ttk.Style class. This allows you to define a set of
properties for a particular type of widget, such as the colors, fonts, and other attributes. You can
then apply the style to any widget of that type.

Here's an example of how to create a custom style for a Button widget:

import tkinter as tk

import tkinter.ttk as ttk

window = tk.Tk()

style = ttk.Style()

style.configure("Custom.TButton", foreground="red", font=("Arial", 12,
"bold"))

button = ttk.Button(window, text="Click me", style="Custom.TButton")
button.pack()

window.mainloop()

In this example, we create a custom style for a Button widget with the configure method of the
ttk.Style class. We set the foreground attribute to "red" and the font attribute to a custom Font
object. We then create a Button widget with the text attribute set to "Click me" and the style
attribute set to the custom style.

By using images, fonts, and custom styles in Tkinter, you can create highly customizable and visually
appealing GUIs for your Python applications.

Data visualization with Tkinter (using graphing and charting widgets)

Tkinter provides several widgets that can be used for data visualization, including graphing and
charting widgets. The most commonly used widgets for data visualization in Tkinter are the Canvas
and Turtle widgets, which can be used to create custom charts and graphs.



Using Canvas for Data Visualization:

The Canvas widget can be used to create custom charts and graphs using its drawing methods. For
example, you can use the create_rectangle method to create a bar chart, or the create_line
method to create a line chart.

Here's an example of how to create a bar chart using the Canvas widget:

import tkinter as tk

window = tk.Tk()

canvas = tk.Canvas(window, width=400, height=400)
canvas.pack()

data = [5, 10, 15, 20, 25]

for i, value in enumerate(data):

x1l =1 * 50 + 50

yl = 350

x2 = x1 + 25

y2 = 350 - value * 10

canvas.create rectangle(x1l, yl, x2, y2, fill="blue")
window.mainloop()

In this example, we create a Canvas widget with a width and height of 400 pixels. We then define a
list of data values, and use a loop to create a rectangle for each data value, with the width and
height of the rectangle determined by the data value. The resulting chart is a simple bar chart.

Using Turtle for Data Visualization:

The Turtle widget can also be used for data visualization. The Turtle widget is based on the Logo
programming language and provides a simple way to create graphs and charts using a turtle that
can be moved around the screen.

Here's an example of how to create a line chart using the Turtle widget:

import tkinter as tk
import turtle
window = tk.Tk()
canvas = turtle.ScrolledCanvas(window, width=400, height=400)
canvas.pack()
turtle screen = turtle.TurtleScreen(canvas)
data = [5, 10, 15, 20, 25]
turtle = turtle.RawTurtle(turtle screen)
turtle.speed(0)
turtle.penup()
turtle.goto(-180, -150)
turtle.pendown()
for i, value in enumerate(data):
x =1 * 50
y = value * 10
turtle.goto(x, y)
window.mainloop()



In this example, we create a ScrolledCanvas widget and a TurtleScreen object for the turtle to
move on. We then define a list of data values, and use a loop to move the turtle to each point on the
chart and draw a line to the next point. The resulting chart is a simple line chart.

Overall, using the Canvas and Turtle widgets in Tkinter can provide a simple and flexible way to
create custom charts and graphs for data visualization in your Python applications.

python MySQL overview

Python is a popular programming language for working with MySQL, a relational database
management system.

Python provides several libraries for connecting to and interacting with MySQL databases,
including:

1. mysql-connector-python: a pure Python implementation of the MySQL client protocol that
supports both Python 2 and 3.

2. PyMySQL: a pure Python library that provides a Python interface to the MySQL database
server.

3. SQLAIchemy: a SQL toolkit and Object-Relational Mapping (ORM) library that provides a high-
level API for working with relational databases, including MySQL.

To use any of these libraries, you will first need to install the library and then establish a connection
to your MySQL database. Once connected, you can perform a variety of operations on the database,
including creating, reading, updating, and deleting records.

Some common tasks when working with MySQL in Python include querying the database, inserting
data into the database, updating existing records, and deleting records. You can also use Python to
automate tasks, such as backing up your MySQL database or performing regular maintenance tasks.

python MySQL create

To create a new MySQL database using Python, you can use one of the available MySQL libraries in
Python. Here, we will use the "mysql-connector-python" library, which is a pure Python
implementation of the MySQL client protocol.

To create a new database using "mysql-connector-python" in Python, you will need to follow these
steps:

Install the mysql-connector-python library using pip. You can use the following command to install it:
pip install mysql-connector-python

Import the mysql.connector module in your Python script. You can do this using the following code:
import mysql.connector

Establish a connection to your MySQL server using the mysql.connector.connect() method. This
method takes several parameters, including the host name, user name, password, and database
name. Here is an example:



mydb = mysql.connector.connect(
host="1localhost",
user="yourusername",
password="yourpassword"

)

Once you have established a connection, you can create a new database using the "CREATE
DATABASE" SQL statement. You can do this by creating a new cursor object using the connection
object and executing the SQL statement. Here is an example:

mycursor = mydb.cursor()
mycursor.execute("CREATE DATABASE mydatabase")

Finally, you can check if the database has been created successfully by executing a SHOW
DATABASES statement. Here is an example:

mycursor.execute("SHOW DATABASES")
for x in mycursor:
print(x)

The complete Python code to create a new database using mysql-connector-python would look like
this:

import mysql.connector

mydb = mysql.connector.connect(
host="1localhost",
user="yourusername",
password="yourpassword"

)

mycursor = mydb.cursor()

mycursor.execute("CREATE DATABASE mydatabase")

mycursor.execute("SHOW DATABASES")
for x in mycursor:
print(x)

In this code, you will need to replace "yourusername" and "yourpassword" with the actual values for

your MySQL server. Once you run this code, it will create a new database called "mydatabase" and
print out a list of all the available databases on the server.

python mysql insert

To insert data into a MySQL database using Python, you can use the "mysql-connector-python"
library. Here are the steps to insert data into a MySQL database using Python:

Install the mysql-connector-python library using pip. You can use the following command to install it:
pip install mysql-connector-python

Import the mysql.connector module in your Python script. You can do this using the following code:



import mysql.connector

Establish a connection to your MySQL server using the mysql.connector.connect() method. This
method takes several parameters, including the host name, user name, password, and database
name. Here is an example:

mydb = mysql.connector.connect(
host="1localhost",
user="yourusername",
password="yourpassword",
database="mydatabase"

)

Once you have established a connection, you can create a new cursor object using the connection
object and execute an SQL INSERT statement to insert data into a table. Here is an example:

mycursor = mydb.cursor()

sgl = "INSERT INTO customers (name, address) VALUES (%S, %s)"
val = ("John", "Highway 21")

mycursor.execute(sql, val)

mydb.commit ()

print(mycursor.rowcount, "record inserted.")

In this example, we are inserting a new record into a "customers" table with the "name" and
"address" columns. We use the %s placeholder syntax to insert values into the SQL statement, and
pass the actual values in a tuple to the execute() method.

Finally, we commit the transaction using the commit() method of the connection object. The
rowcount attribute of the cursor object returns the number of rows affected by the SQL statement.

The complete Python code to insert data into a MySQL database using mysql-connector-python
would look like this:

import mysql.connector

mydb = mysql.connector.connect(
host="1localhost",

user="yourusername",
password="yourpassword",
database="mydatabase"

)

mycursor = mydb.cursor()

sql = "INSERT INTO customers (name, address) VALUES (%s, %s)"

val = ("John", "Highway 21")

mycursor.execute(sql, val)

mydb.commit ()

print(mycursor.rowcount, "record inserted.")

In this code, you will need to replace "yourusername" and "yourpassword" with the actual values for
your MySQL server, and "mydatabase" with the name of your database. Once you run this code, it



will insert a new record into the "customers" table and print out the number of records inserted.

python mysql select

To select data from a MySQL database using Python, you can use the "mysql-connector-python"
library. Here are the steps to select data from a MySQL database using Python:

Install the mysql-connector-python library using pip. You can use the following command to install it:
pip install mysql-connector-python

Import the mysql.connector module in your Python script. You can do this using the following code:
import mysql.connector

Establish a connection to your MySQL server using the mysql.connector.connect() method. This
method takes several parameters, including the host name, user name, password, and database
name. Here is an example:

mydb = mysql.connector.connect(
host="1localhost",
user="yourusername",
password="yourpassword",
database="mydatabase"

)

Once you have established a connection, you can create a new cursor object using the connection
object and execute an SQL SELECT statement to select data from a table. Here is an example:

mycursor = mydb.cursor()
mycursor.execute("SELECT * FROM customers")
myresult = mycursor.fetchall()
for x in myresult:

print(x)

In this example, we are selecting all the data from a "customers" table. We use the execute() method
of the cursor object to execute the SQL statement, and the fetchall() method to fetch all the rows of
the result set.

Finally, we can loop through the result set and print out each row of data.

The complete Python code to select data from a MySQL database using mysql-connector-python
would look like this:

import mysql.connector

mydb = mysql.connector.connect(
host="localhost",
user="yourusername",
password="yourpassword",



database="mydatabase"

)
mycursor = mydb.cursor()
mycursor.execute("SELECT * FROM customers")
myresult = mycursor.fetchall()

for x in myresult:

print(x)

In this code, you will need to replace "yourusername" and "yourpassword" with the actual values for
your MySQL server, and "mydatabase" with the name of your database. Once you run this code, it
will select all the data from the "customers" table and print out each row of data.

python mysql where

To select data from a MySQL database using a WHERE clause in Python, you can modify the SQL
SELECT statement that you execute using the "mysql-connector-python" library. Here are the steps
to select data from a MySQL database using a WHERE clause in Python:

Install the mysql-connector-python library using pip. You can use the following command to install it:
pip install mysql-connector-python

Import the mysql.connector module in your Python script. You can do this using the following code:
import mysql.connector

Establish a connection to your MySQL server using the mysql.connector.connect() method. This
method takes several parameters, including the host name, user name, password, and database
name. Here is an example:

mydb = mysqgl.connector.connect(
host="1localhost",
user="yourusername",
password="yourpassword",
database="mydatabase"

)

Once you have established a connection, you can create a new cursor object using the connection
object and execute an SQL SELECT statement to select data from a table with a WHERE clause.
Here is an example:

mycursor = mydb.cursor()
sql "SELECT * FROM customers WHERE address = %s"
val ("Highway 21", )
mycursor.execute(sql, val)
myresult = mycursor.fetchall()
for x in myresult:
print(x)



In this example, we are selecting all the data from a "customers" table where the "address" column
is equal to "Highway 21". We use the %s placeholder syntax to insert the WHERE condition into the
SQL statement, and pass the actual value in a tuple to the execute() method.

Finally, we can loop through the result set and print out each row of data.

The complete Python code to select data from a MySQL database using a WHERE clause using
mysql-connector-python would look like this:

import mysql.connector
mydb = mysql.connector.connect(
host="1localhost",
user="yourusername",
password="yourpassword",
database="mydatabase"
)
mycursor = mydb.cursor()
sql = "SELECT * FROM customers WHERE address = %s"
val ("Highway 21", )
mycursor.execute(sql, val)
myresult = mycursor.fetchall()
for x in myresult:
print(x)

In this code, you will need to replace "yourusername" and "yourpassword" with the actual values for
your MySQL server, and "mydatabase" with the name of your database. Once you run this code, it
will select all the data from the "customers" table where the "address" column is equal to "Highway
21" and print out each row of data.

python mysql order by

To select data from a MySQL database using an ORDER BY clause in Python, you can modify the
SQL SELECT statement that you execute using the "mysql-connector-python" library. Here are the
steps to select data from a MySQL database using an ORDER BY clause in Python:

Install the mysql-connector-python library using pip. You can use the following command to install it:
pip install mysql-connector-python

Import the mysql.connector module in your Python script. You can do this using the following code:
import mysql.connector

Establish a connection to your MySQL server using the mysql.connector.connect() method. This
method takes several parameters, including the host name, user name, password, and database
name. Here is an example:

mydb = mysql.connector.connect(
host="1localhost",
user="yourusername",



password="yourpassword",
database="mydatabase"
)

Once you have established a connection, you can create a new cursor object using the connection
object and execute an SQL SELECT statement to select data from a table with an ORDER BY clause.
Here is an example:

mycursor = mydb.cursor()
mycursor.execute("SELECT * FROM customers ORDER BY name")
myresult = mycursor.fetchall()
for x in myresult:
print(x)

In this example, we are selecting all the data from a "customers" table and ordering it by the "name"
column in ascending order. We use the ORDER BY clause in the SQL statement to specify the
column to order by.

Finally, we can loop through the result set and print out each row of data.

The complete Python code to select data from a MySQL database using an ORDER BY clause using
mysql-connector-python would look like this:

import mysql.connector
mydb = mysqgl.connector.connect(
host="1localhost",
user="yourusername",
password="yourpassword",
database="mydatabase"
)
mycursor = mydb.cursor()
mycursor.execute("SELECT * FROM customers ORDER BY name")
myresult = mycursor.fetchall()
for x in myresult:
print(x)

In this code, you will need to replace "yourusername" and "yourpassword" with the actual values for
your MySQL server, and "mydatabase" with the name of your database. Once you run this code, it
will select all the data from the "customers" table and order it by the "name" column in ascending
order, and print out each row of data.

python mysql delete

To delete data from a MySQL database using Python, you can modify the SQL DELETE statement
that you execute using the "mysql-connector-python" library. Here are the steps to delete data from
a MySQL database using Python:

Install the mysql-connector-python library using pip. You can use the following command to install it:

pip install mysql-connector-python



Import the mysql.connector module in your Python script. You can do this using the following code:
import mysql.connector

Establish a connection to your MySQL server using the mysql.connector.connect() method. This
method takes several parameters, including the host name, user name, password, and database
name. Here is an example:

mydb = mysql.connector.connect(
host="localhost",
user="yourusername",
password="yourpassword",
database="mydatabase"

)

Once you have established a connection, you can create a new cursor object using the connection
object and execute an SQL DELETE statement to delete data from a table. Here is an example:

mycursor = mydb.cursor()

sql = "DELETE FROM customers WHERE address = %s"
val = ("Highway 21", )

mycursor.execute(sql, val)

mydb.commit()

print(mycursor.rowcount, "record(s) deleted")

In this example, we are deleting all the data from a "customers" table where the "address" column is
equal to "Highway 21". We use the %s placeholder syntax to insert the WHERE condition into the
SQL statement, and pass the actual value in a tuple to the execute() method. After executing the
SQL statement, we commit the changes using the commit() method of the connection object. Finally,
we print out the number of records that were deleted.

The complete Python code to delete data from a MySQL database using mysql-connector-python
would look like this:

import mysql.connector

mydb = mysql.connector.connect(
host="1localhost",

user="yourusername",
password="yourpassword",
database="mydatabase"

)

mycursor = mydb.cursor()

sql = "DELETE FROM customers WHERE address = %s"
val = ("Highway 21", )

mycursor.execute(sql, val)

mydb.commit()

print(mycursor.rowcount, "record(s) deleted")

In this code, you will need to replace "yourusername" and "yourpassword" with the actual values for



your MySQL server, and "mydatabase" with the name of your database. Once you run this code, it
will delete all the data from the "customers" table where the "address" column is equal to "Highway
21", and print out the number of records that were deleted.

python mysql drop table

To drop a table in a MySQL database using Python, you can modify the SQL DROP TABLE statement
that you execute using the "mysql-connector-python" library. Here are the steps to drop a table from
a MySQL database using Python:

Install the mysql-connector-python library using pip. You can use the following command to install it:
pip install mysql-connector-python

Import the mysql.connector module in your Python script. You can do this using the following code:
import mysql.connector

Establish a connection to your MySQL server using the mysql.connector.connect() method. This
method takes several parameters, including the host name, user name, password, and database
name. Here is an example:

Once you have established a connection, you can create a new cursor object using the connection
object and execute an SQL DROP TABLE statement to drop a table. Here is an example:

mycursor = mydb.cursor()
mycursor.execute("DROP TABLE customers")

In this example, we are dropping the "customers" table from the database. The SQL statement to
drop a table is simply "DROP TABLE" followed by the name of the table to be dropped.

The complete Python code to drop a table from a MySQL database using mysql-connector-python
would look like this:

import mysqgl.connector

mydb = mysql.connector.connect(
host="1localhost",

user="yourusername",
password="yourpassword",
database="mydatabase"

)

mycursor = mydb.cursor()

mycursor.execute("DROP TABLE customers")

In this code, you will need to replace "yourusername" and "yourpassword" with the actual values for
your MySQL server, and "mydatabase" with the name of your database. Once you run this code, it
will drop the "customers" table from the database.



python mysql update

To update data in a MySQL database using Python, you can modify the SQL UPDATE statement that
you execute using the "mysql-connector-python" library. Here are the steps to update data in a
MySQL database using Python:

Install the mysql-connector-python library using pip. You can use the following command to install it:
pip install mysql-connector-python

Import the mysql.connector module in your Python script. You can do this using the following code:
import mysql.connector

Establish a connection to your MySQL server using the mysql.connector.connect() method. This
method takes several parameters, including the host name, user name, password, and database
name. Here is an example:

mydb = mysqgl.connector.connect(
host="1localhost",
user="yourusername",
password="yourpassword",
database="mydatabase"

)

Once you have established a connection, you can create a new cursor object using the connection
object and execute an SQL UPDATE statement to update data in a table. Here is an example:

mycursor = mydb.cursor()

sql = "UPDATE customers SET address = 'Canyon 123' WHERE address =
'"Highway 37"'"

mycursor.execute(sql)

mydb.commit ()

print(mycursor.rowcount, "record(s) affected")

In this example, we are updating the "address" column in the "customers" table to be "Canyon 123"
where the current value of the "address" column is "Highway 37". The SQL statement to update a
table is "UPDATE" followed by the name of the table, followed by the "SET" keyword and the column
name and new value, followed by the "WHERE" keyword and the condition that determines which
rows to update.

After executing the SQL statement, we commit the changes using the commit() method of the
connection object. Finally, we print out the number of records that were affected.

The complete Python code to update data in a MySQL database using mysql-connector-python would
look like this:

import mysql.connector
mydb = mysql.connector.connect(



host="1localhost",

user="yourusername",

password="yourpassword",
database="mydatabase"

)
mycursor = mydb.cursor()

sql = "UPDATE customers SET address = 'Canyon 123' WHERE address =
‘Highway 37"'"
mycursor.execute(sql)

mydb.commit()

print(mycursor.rowcount, "record(s) affected")

In this code, you will need to replace "yourusername" and "yourpassword" with the actual values for
your MySQL server, and "mydatabase" with the name of your database. Once you run this code, it
will update the "address" column in the "customers" table where the current value of the "address"
column is "Highway 37", and print out the number of records that were affected.

python mysql limit

To limit the number of rows returned in a MySQL SELECT statement using Python, you can modify
the SQL SELECT statement that you execute using the "mysql-connector-python" library. Here are
the steps to limit the number of rows returned in a MySQL SELECT statement using Python:

Install the mysql-connector-python library using pip. You can use the following command to install it:
pip install mysql-connector-python

Import the mysql.connector module in your Python script. You can do this using the following code:
import mysql.connector

Establish a connection to your MySQL server using the mysql.connector.connect() method. This
method takes several parameters, including the host name, user name, password, and database
name. Here is an example:

mydb = mysqgl.connector.connect(
host="1localhost",
user="yourusername",
password="yourpassword",
database="mydatabase"

)

Once you have established a connection, you can create a new cursor object using the connection
object and execute an SQL SELECT statement to limit the number of rows returned. Here is an
example:

mycursor = mydb.cursor()
sql = "SELECT * FROM customers LIMIT 5"
mycursor.execute(sql)



myresult = mycursor.fetchall()
for x in myresult:
print(x)

In this example, we are selecting all columns and all rows from the "customers" table, but limiting
the number of rows returned to 5 using the SQL "LIMIT" keyword. The SQL statement to select rows
from a table is "SELECT" followed by the name of the columns to retrieve, followed by the "FROM"
keyword and the name of the table, followed by the "LIMIT" keyword and the maximum number of
rows to return.

After executing the SQL statement, we fetch all the rows using the fetchall() method of the cursor
object, and then loop through the rows and print them out.

The complete Python code to limit the number of rows returned in a MySQL SELECT statement
using mysql-connector-python would look like this:

import mysql.connector

mydb = mysql.connector.connect(
host="localhost",
user="yourusername",
password="yourpassword",
database="mydatabase"

)

mycursor = mydb.cursor()

sgl = "SELECT * FROM customers LIMIT 5"

mycursor.execute(sql)

myresult = mycursor.fetchall()
for x in myresult:
print(x)

In this code, you will need to replace "yourusername" and "yourpassword" with the actual values for
your MySQL server, and "mydatabase" with the name of your database. Once you run this code, it
will select all columns and all rows from the "customers" table, but limit the number of rows
returned to 5.

python mysql join

To join tables in MySQL using Python, you can use the "JOIN" keyword in an SQL SELECT statement
and execute it using the "mysql-connector-python" library. Here's an example of how to do it:

Assuming you have two tables in your MySQL database: "orders" and "customers". The "orders"
table has a "CustomerID" column, which links to the "CustomerID" column in the "customers" table.
You want to join the two tables to get information about customers and their orders.

Install the mysql-connector-python library using pip. You can use the following command to install it:
pip install mysql-connector-python

Import the mysql.connector module in your Python script. You can do this using the following code:



import mysql.connector

Establish a connection to your MySQL server using the mysql.connector.connect() method. This
method takes several parameters, including the host name, user name, password, and database
name. Here is an example:

mydb = mysql.connector.connect(
host="1localhost",
user="yourusername",
password="yourpassword",
database="mydatabase"

)

Once you have established a connection, you can create a new cursor object using the connection
object and execute an SQL SELECT statement to join the two tables. Here is an example:

mycursor = mydb.cursor()
sql = "SELECT customers.CustomerName, orders.OrderID FROM customers JOIN
orders ON customers.CustomerID = orders.CustomerID"
mycursor.execute(sql)
myresult = mycursor.fetchall()

for x in myresult:

print(x)

In this example, we are selecting the "CustomerName" column from the "customers" table and the
"OrderID" column from the "orders" table, and joining the two tables on the "CustomerID" column.
The SQL statement to join two tables is "SELECT" followed by the names of the columns to retrieve,
followed by the "FROM" keyword and the name of the first table, followed by the "JOIN" keyword,
the name of the second table, the "ON" keyword, and the join condition.

After executing the SQL statement, we fetch all the rows using the fetchall() method of the cursor
object, and then loop through the rows and print them out.

The complete Python code to join two tables in MySQL using mysql-connector-python would look like
this:

import mysql.connector
mydb = mysql.connector.connect(
host="localhost",
user="yourusername",
password="yourpassword",
database="mydatabase"
)
mycursor = mydb.cursor()
sql = "SELECT customers.CustomerName, orders.OrderID FROM customers JOIN
orders ON customers.CustomerID = orders.CustomerID"
mycursor.execute(sql)
myresult = mycursor.fetchall()
for x in myresult:



print(x)

In this code, you will need to replace "yourusername" and "yourpassword" with the actual values for
your MySQL server, and "mydatabase" with the name of your database. Once you run this code, it
will join the two tables on the "CustomerID" column and print out the "CustomerName" and
"OrderID" columns for all matching rows.

Al

This Python script defines two functions, search_database and main, to search for and display
results from a MySQL database:

search_database Function:

e Establishes a connection to a MySQL database using mysql.connector. It attempts to connect
with the username 'root', password 'laboni21’, host 'localhost’, and a database named 'python'.

« In case of a connection error, it catches the exception, prints the error message, and returns
None.

e [t takes a query parameter, formats it for a SQL LIKE search, and executes a SQL query to
select all records from the data table where the name column matches the query pattern.

e Fetches all matching results and closes the database connection before returning these
results.

main Function:

e Acts as the user interface, prompting the user to enter a name to search.

 Calls search_database with the user's input and stores the results.

e If results are found, it prints them; if not, it displays a message indicating no results were
found.

Script Execution:

e Theif name_ =="_ main_": block ensures that main is called when the script is run
directly, initiating the program flow.

Overall, the script is a simple command-line tool for searching names in a MySQL database and
displaying the search results

import mysql.connector

def search database(query):
try:
conn = mysqgl.connector.connect(
user='root"',
password='laboni2l',
host="'localhost"',
database="'python'

)
except mysql.connector.Error as err:



print("Error connecting to MySQL:", err)
return None
cursor = conn.cursor()

# Execute the search query
query = f"%{query}%"
cursor.execute("SELECT * FROM data WHERE name LIKE %s", (query,))

results = cursor.fetchall()

# Close the connection
conn.close()

return results

# User interface for the search
def main():
query = input("Enter a name to search: ")
results = search database(query)
if results:
print("Search Results:")
for row in results:
print(row)
else:
print("“No results found.")

if name == " main_":
main()

To create a SQL script for inserting data into a table named data with a column name in MySQL
Workbench or any other MySQL interface, you would follow these steps:

Define the Table Structure: First, ensure your table data is created with the appropriate
structure. If not already created, you can use the following SQL command to create it:

CREATE TABLE data (
id INT AUTO INCREMENT PRIMARY KEY,
name VARCHAR(255) NOT NULL

);

This creates a table with an auto-incrementing id column and a name column to store the names.

Insert Data into the Table: The SQL command to insert data into this table is straightforward. For
example, to insert a few names, you would use:

INSERT INTO data (name) VALUES ('Alice'), ('Bob'), ('Charlie');

This command inserts three rows into the data table with the names 'Alice’, 'Bob', and 'Charlie'.



Using in MySQL Workbench:

e Open MySQL Workbench and connect to your database.

e Navigate to the query tab where you can write and execute SQL queries.
e First, run the CREATE TABLE command if the table does not exist.

e Then, run the INSERT INTO command to insert the data.

Remember, each time you run the INSERT INTO command, new rows will be added to the table. If
you're inserting data as part of testing, you might want to clear the table first using DELETE FROM
data; or TRUNCATE TABLE data; (be cautious with these commands as they will remove all data
from the table).

Also, ensure that your database user has the necessary permissions to create tables and insert data.
If you encounter any permission errors, you may need to adjust your database user's privileges.

continue

In Python, the continue statement is used within a loop to skip the rest of the code inside the loop for
the current iteration and move on to the next iteration. This can be useful if you want to
conditionally skip certain steps in a loop without breaking out of the loop entirely.

Here’s a simple example of how the continue statement is used:

for i in range(10):
if 1 % 2 == 0:
continue # Skip the rest of the loop for even numbers
print(i) # This will only execute for odd numbers

In this example, the loop iterates over the numbers 0 through 9. The continue statement is used to
skip the print(i) operation whenever i is an even number. As a result, only the odd numbers are
printed.
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Break

In Python, the break statement is used to exit a loop prematurely, regardless of whether the loop
condition has been met or not. This is particularly useful when you want to stop the loop based on a
specific condition other than the one defined by the loop itself.

Here's an example of how the break statement can be used:

for i in range(1l, 10):
if 1 ==
break # Exit the loop when i equals 5



print(i)

In this code snippet, the for loop iterates from 1 to 9. However, when i reaches 5, the break
statement is executed, causing the loop to terminate immediately. Thus, the output of this code will
be the numbers 1 through 4, because the print statement stops getting executed once i equals 5.

The break statement is commonly used in loops that search for items in a list or other data
structures, where you might want to stop looping as soon as you find what you're looking for.
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multi-line

There is no specific syntax for multi-line comments in Python, like in other programming languages.
However, there are two standard methods to create comments that span multiple lines:

1. Using Multiple Single-Line Comments
You can create multi-line comments by using multiple single-line comments, each starting with #.

Example:

# This is a multi-line comment
# that spans several lines.
# Each line begins with a hash symbol.

1. Using Triple Quoted Strings

Another standard method is to use triple-quoted strings (""" or """). Although these are technically
string literals, if they are not assigned to a variable or used in a function, the interpreter ignores
them and can serve as comments.

Example:

This is a multi-line comment
that uses triple quotes.
It can span multiple lines.

This approach is often used for long explanations or documentation within code, especially when
traditional single-line comments are cumbersome. However, some developers prefer to reserve
triple-quoted strings for docstrings, which are used to document functions, classes, and modules.



Variable Names

Variable names in Python are identifiers used to reference values stored in memory. Choosing good
variable names is important for writing clear and maintainable code. Here are the key rules and best
practices for naming variables in Python:

1. Variable Naming Rules

e Start with a letter or underscore (): A variable name must begin with a letter (a-z, A-Z) or
an underscore ().
o Example: my var, myVar, varl
e Case-sensitive: Variable names are case-sensitive, so myVar and myvar would be considered
different variables.
e Letters, digits, and underscores only: After the first letter, variable names can include
letters, numbers, and underscores but no spaces or special characters.
o Example: total sum, var123, price in usd
¢ No reserved keywords: You cannot use Python reserved keywords (such as for, if, while,

return, etc.) as variable names.

2. Best Practices for Naming Variables

¢ Descriptive names: Use meaningful names that describe the purpose of the variable. This
makes your code easier to understand.
o Good example: student count, total price
o Bad example: x, tmp, al
e Use underscores for readability: For multi-word variable names, use underscores to
separate words. This is known as snake case.
o Example: first name, max speed, user id
¢ Avoid single-letter names: Unless for loop counters or very short-lived variables, avoid
single-letter names.
o Example: Use index instead of i, sum of values instead of s.
e Consistency: Be consistent with your naming convention throughout your code. Stick to
either snake case or camelCase, but avoid mixing them.
¢ Avoid starting with an underscore unless necessary: Names that begin with an
underscore often have special meanings in Python (e.g., single leading underscore indicates
a weak "internal use" variable, double leading underscore invokes name mangling).

3. Common Naming Conventions

e Snake_case: This is the most common naming convention in Python, especially for variables
and functions.
o Example: file name, user input
e CamelCase: Sometimes used in class names, where the first letter of each word is capitalized.
o Example: MyClass, UserProfile

4. Examples of Good and Bad Variable Names

Good Variable Name Bad Variable Name Reason
total sales ts Descriptive
user age ua Descriptive

average temperature avgTemp Consistent with snake case



Good Variable Name Bad Variable Name Reason
is active activeFlag Consistent with Boolean naming conventions
index i Avoid single-letter names for non-trivial variables

5. Avoiding Common Mistakes

e Don’t use names that are too similar to existing variables, as this can lead to confusion.
¢ Avoid using names that are too generic, like data, value, or info. Be as specific as possible.

6. Reserved Keywords

Python has a set of reserved keywords that you cannot use as variable names. Some of these include
False, class, finally, is, return, None, continue, for, lambda, try, etc.

You can check the list of Python reserved keywords by importing the keyword module:

import keyword
print(keyword.kwlist)

Example

Here’s an example that demonstrates good variable naming:

# Good variable naming practices
total students = 25

average score = 78.5

is enrolled = True

course name = "Introduction to Python"
# Bad variable naming practices

x = 25

y = 78.5

z = True

cn = "Introduction to Python"

Following these naming rules and conventions will make your code more readable, maintainable,
and understandable to others.

Output Variables

Output variables in Python are those that store values produced by expressions or functions, which
can then be used or displayed later in your program. Here’s how to work with output variables:

1. Storing Results in Variables

e You can store the result of an expression or a function call in a variable, which can be used
later in your code.

# Simple arithmetic operation
sum result =5 + 3
print(sum result) # Output: 8



# Using a function's return value
def add(a, b):

return a + b
result = add(10, 20)
print(result) # Output: 30

2. Modifying and Reusing Output Variables

e Output variables can be modified or used in further calculations.

# Storing output in a variable
initial value = 10

new value = initial value * 2
print(new value) # Output: 20
# Reusing the variable

new value = new value + 5
print(new value) # Output: 25

3. Using Output Variables in String Formatting

e You can use output variables in string formatting to create informative messages or outputs.

# Formatting with f-strings

name = "Alice"

score = 95

print(f"{name} scored {score} on the test.") # Output: Alice scored 95
on the test.

# Using the format() method

output message = "{} scored {} on the test.".format(name, score)
print(output message) # Output: Alice scored 95 on the test.

4. Outputting Multiple Variables

e You can print or return multiple variables simultaneously.

Printing multiple variables
= 10
= 20
= 30
print(x, y, z) # Output: 10 20 30
# Returning multiple variables from a function
def get coordinates():

Xx =5

y = 10

return x, y
coords = get coordinates()
print(coords) # Output: (5, 10)

N < X #

5. Example: Using Output Variables in a Real Scenario

Let’s consider a small program that calculates the area of a rectangle and stores the result in an



output variable:

# Function to calculate area of a rectangle
def calculate area(length, width):
return length + width
# Storing the output in a variable
length = 5
width = 3
area = calculate area(length, width)
# Outputting the result
print(f"The area of the rectangle is {area} square units.") # Output:
The area of the rectangle is 8 square units.

6. Updating Output Variables

¢ Output variables can be updated based on new calculations or conditions.

counter = 0
# Increment the counter
counter += 1
print(counter) # Output: 1
# Update the counter based on a condition
if counter < 5:
counter += 4
print(counter) # Output: 5

Summary

Output variables in Python allow you to capture and store results of expressions, functions, or
operations for later use. They are essential in processing data, creating dynamic outputs, and
making your code more flexible and powerful.

Variable Types

In Python, variables can store data of various types. Python is a dynamically typed language, so you
don't need to declare the type of a variable explicitly—it is inferred based on the value assigned to
the variable. Understanding variable types is crucial for effectively working with data in Python.

Here’s a breakdown of the common variable types in Python:

1. Integer (int)

¢ Represents whole numbers, both positive and negative, without a fractional part.
e Example:

age = 25
score = -10

Type checking:



print(type(age)) # Output: <class 'int'>

2. Float (float)

e Represents real numbers with a decimal point, including fractional parts.
e Example:

price = 19.99
temperature = -4.5

Type checking:
print(type(price)) # Output: <class 'float'>

3. String (str)

e Represents sequences of characters (text).
e Strings are enclosed in single quotes (') or double quotes (").
e Example:

name = "Alice"
greeting = 'Hello, World!'

Type checking:
print(type(name)) # Output: <class 'str'>

4. Boolean (bool)

e Represents one of two values: True or False.
¢ Often used in conditions and comparisons.
e Example:

is active = True
has passed = False

Type checking:
print(type(is active)) # Output: <class 'bool'>

5. List (list)

» Represents an ordered collection of items, which can be of different types.
e Lists are mutable, meaning their content can be changed after creation.
e Example:

numbers = [1, 2, 3, 4, 5]
mixed list = [1, "apple", 3.5, True]



Type checking:
print(type(numbers)) # Output: <class 'list'>

6. Tuple (tuple)
e Similar to lists, but tuples are immutable, meaning their content cannot be changed after
creation.
e Tuples are useful for storing fixed collections of items.
e Example:

coordinates = (10, 20)
colors = ("red", "green", "blue")

Type checking:
print(type(coordinates)) # Output: <class 'tuple'>

7. Dictionary (dict)

e Represents a collection of key-value pairs, where each key is unique.
e Useful for mapping or associating data.
e Example:

student = {"name": "Alice", "age": 25, "grade": "A"}
Type checking:
print(type(student)) # Output: <class 'dict'>

Set (set)

e Represents an unordered collection of unique items.
» Useful for storing distinct elements and performing set operations like union, intersection, etc.
e Example:

unique numbers = {1, 2, 3, 4, 4, 5} # Duplicate '4' will be removed
Type checking:
print(type(unique numbers)) # Output: <class 'set'>

9. NoneType (None)

e Represents the absence of a value or a null value.
¢ Often used to initialize variables or to indicate no value.
e Example:

result = None



Type checking:
print(type(result)) # Output: <class 'NoneType'>
Example: Working with Different Variable Types

# Integer

age = 30

print(type(age)) # <class 'int'>

# Float

height = 5.9

print(type(height)) # <class 'float'>
# String

name = "John Doe"

print(type(name)) # <class 'str'>

# Boolean

is member = True

print(type(is member)) # <class 'bool'>

# List

fruits = ["apple", "banana", "cherry"]
print(type(fruits)) # <class 'list'>
# Tuple

coordinates = (10, 20)
print(type(coordinates)) # <class 'tuple'>
# Dictionary

person = {"name": "John", "age": 30}
print(type(person)) # <class 'dict'>
# Set

unique ids = {101, 102, 103, 101}
print(type(unique ids)) # <class 'set'>
# NoneType

data = None

print(type(data)) # <class 'NoneType'>

Summary

Understanding variable types in Python allows you to effectively manage and manipulate data in
your programs. Each type serves different purposes and comes with its own methods and operations
that can be utilized for specific tasks.

Scope of Variables

The scope of a variable refers to the region of the code where a variable is accessible or can be used.
In Python, the scope of a variable is determined by where the variable is declared. There are four
main types of scope:

1. Local Scope

2. Enclosing Scope
3. Global Scope

4. Built-in Scope



1. Local Scope

e Variables that are declared inside a function or a block are said to have a local scope. They can
only be accessed within that function or block.

¢ Once the function terminates, the local variables are destroyed and cannot be accessed
outside the function.

def my function():

local var = 10 # Local scope

print(local var) # Accessible inside the function
my function()
print(local var) # Error: local var is not defined

2. Enclosing Scope

 This scope is specific to nested functions. When a function is defined inside another function,
the inner function has access to variables from the enclosing (outer) function’s scope.
e This is also referred to as non-local scope.

def outer function():
outer var = "I am outer"
def inner function():
print(outer var) # Accessible in the inner function
inner function()
outer function()

3. Global Scope

 Variables that are declared outside of all functions and classes have a global scope. They can
be accessed from anywhere in the code, both inside and outside functions.

e However, to modify a global variable inside a function, you need to explicitly declare it as
global.

global var = "I am global"
def my function():
print(global var) # Accessible inside the function
my function()
print(global var) # Accessible outside the function as well
def modify global():
global global var
global var = "Modified global"
modify global()
print(global var) # Output: Modified global

4. Built-in Scope

e Python provides a set of built-in functions and variables that are always available, regardless
of what you name your variables. This is known as the built-in scope.
e Examples of built-in functions include len(), print(), and type().

# The “print’ and "len  functions are examples of built-in scope.



print(len("Hello")) # Output: 5

LEGB Rule

Python resolves the scope of variables using the LEGB rule, which stands for:

e Local: The innermost scope, which is the local scope within a function.

e Enclosing: The scope of any enclosing functions, when dealing with nested functions.
e Global: The scope of the module or script itself, where global variables reside.

¢ Built-in: The outermost scope, containing built-in functions and exceptions.

When Python encounters a variable, it checks these scopes in order: first the local scope, then
enclosing, then global, and finally the built-in scope. It uses the first match it finds.

Example to Demonstrate Scope

x = "global"
def outer function():
x = "enclosing"
def inner function():
x = "local"
print("Inner:", x) # Local scope
inner_function()
print("Outer:", x) # Enclosing scope
outer_ function()
print("“Global:", x) # Global scope

Output:

Inner: local
Outer: enclosing
Global: global

Global vs. Local Scope Example

If you try to modify a global variable inside a function without declaring it as global, Python will
treat it as a local variable, which can lead to unexpected results or errors.

x = 10
def my function():
X =X+ 5 # Error: UnboundLocalError because x is treated as a local
variable
my function()

To modify the global %, you need to declare it as global:

x =10
def my function():
global x

Xx =X + 5 # Now this works, and x is modified globally



my function()
print(x) # Output: 15

Summary

Understanding the scope of variables is crucial for managing the accessibility and lifetime of
variables in your Python programs. It helps prevent bugs related to variable shadowing and ensures
that your code is more predictable and easier to debug.



