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Basic operator
In Swift, operators are special symbols or phrases that you use to check, modify, or combine values.
Swift supports a variety of operators, which can be broadly categorized as follows:

Arithmetic Operators

+: Addition
-: Subtraction
*: Multiplication
/: Division
%: Remainder

Example:

let sum = 5 + 3
let product = 5 * 3

Comparison Operators

==: Equal to
!=: Not equal to
<: Less than
<=: Less than or equal to
>: Greater than
>=: Greater than or equal to

Example:

if 5 == 5 {
   print("Equal")
}

Logical Operators

!: NOT
&&: AND
||: OR

Example:

if 5 > 3 && 2 < 4 {
   print("True")
}



Compound Assignment Operators

+=: Addition assignment
-=: Subtraction assignment
*=: Multiplication assignment
/=: Division assignment
%=: Remainder assignment

Example:

var a = 5
a += 2

Range Operators

Closed Range (...)
Half-Open Range (..<)

Example:

for i in 1...5 {
   print(i)
}

Nil-Coalescing Operator (??)

Used to provide a default value for optional variables.

Example:

let optionalInt: Int? = nil
let value = optionalInt ?? 0

Ternary Conditional Operator (? :)

Example:

let result = 5 > 3 ? "Yes" : "No"

Identity Operators

===: Referential identity
!==: Not identical

Bitwise Operators

~: NOT
&: AND
|: OR
^: XOR



<<: Left Shift
>>: Right Shift

Example:

let bitwiseNot = ~5

Assignment Operator

=: Assign value

Example:

let b = 5

Member Access Operator

.

Example:

let array = [1, 2, 3]
let firstElement = array.first

Optional Chaining

?.: Used to call properties, methods, and subscripts on optional that might currently be nil.

Example:

let optionalArray: [Int]? = [1, 2, 3]
let count = optionalArray?.count

Subscript Operator

[]

Example:

let array = [1, 2, 3]
let first = array[0]

Function Call Operator

()

Example:

func greet() {
   print("Hello")



}
greet()

Swift also allows you to define custom operators with specific characteristics like associativity,
precedence, etc.

This is a broad overview, and Swift has many other specific behaviors and characteristics with these
operators. You may also overload operators and create custom ones to suit your specific needs.

String and Characters
In Swift, String and Character are fundamental types used for storing and manipulating text.

String

A string is an ordered collection of characters enclosed in double quotes ("). Strings are Unicode-
compliant, which means they can store any Unicode characters, including emojis.

Creating Strings

var str = "Hello, world"
let constantStr = "You cannot change me"

String Interpolation

let name = "John"
print("Hello, \(name)")

Concatenating Strings

let hello = "Hello, "
let world = "world"
let helloWorld = hello + world

String Methods and Properties

let string = "Hello, world"
// Length
print(string.count)
// Empty check
print(string.isEmpty)
// Append to string
var mutableString = "Hello"
mutableString.append(", world")
// Substring
let index = string.index(string.startIndex, offsetBy: 5)
let substring = string[..<index]  // "Hello"
// Splitting
let words = string.split(separator: " ")



Comparing Strings

if string1 == string2 {
   print("Both strings are equal.")
}

 

 

Character

A Character in Swift is a single character String literal, written by enclosing a single character in
double quotes.

Creating Characters

let char: Character = "A"

Appending Characters to String

var word = "hel"
let char: Character = "p"
word.append(char)  // word is now "help"

Counting Characters in a String

let string = "Hello, world"
print("The string has \(string.count) characters.")

Iterating over Characters in a String

for character in "Hello" {
   print(character)
}

Multiline Strings

You can define a string that spans multiple lines by wrapping your text in triple quotes (""").

let multilineString = """
   This is a multi-line string.
   You can write text over multiple lines.
   """

Unicode Support

Swift's String and Character types are Unicode-compliant.



let emoji = "�"

Collection Types
In Swift, Collection types are used for storing collections of values. The Swift Standard Library
provides three primary collection types: Array, Set, and Dictionary.

Array

An array is an ordered collection of items, which can be of any type. Arrays in Swift can grow and
shrink dynamically.

Creating Arrays

var emptyArray = [Int]()
var anotherEmptyArray: [Int] = []
var arrayWithValues = [1, 2, 3, 4, 5]

Accessing and Modifying Arrays

// Accessing
let firstElement = arrayWithValues[0]
// Modifying
arrayWithValues.append(6)
arrayWithValues[0] = 0
// Removing
arrayWithValues.remove(at: 0)
// Iterating
for element in arrayWithValues {
   print(element)
}

Set

A set is an unordered collection of unique elements. Like arrays, sets in Swift are strongly typed.

Creating Sets

var emptySet = Set<Int>()
var anotherEmptySet: Set<Int> = []
var setWithValues: Set = [1, 2, 3, 4, 5]

Accessing and Modifying Sets

// Adding elements
setWithValues.insert(6)
// Removing elements
setWithValues.remove(1)
// Checking for an element



if setWithValues.contains(4) {
   print("Contains 4.")
}
// Iterating
for value in setWithValues {
   print(value)
}

Dictionary

A dictionary is an unordered collection of key-value pairs. Dictionary keys must be unique and
hashable.

Creating Dictionaries

var emptyDict = [String: Int]()
var anotherEmptyDict: [String: Int] = [:]
var dictWithValues: [String: Int] = ["One": 1, "Two": 2, "Three": 3]

Accessing and Modifying Dictionaries

// Accessing
let value = dictWithValues["One"]
// Modifying
dictWithValues["Four"] = 4
// Removing
dictWithValues["One"] = nil
// Iterating
for (key, value) in dictWithValues {
   print("\(key): \(value)")
}

Common Collection Methods and Properties

Arrays, sets, and dictionaries share some common methods and properties:

isEmpty: Check if the collection is empty
count: Get the number of elements
removeAll(): Remove all elements

if arrayWithValues.isEmpty {
   print("The array is empty.")
}
let numberOfElements = arrayWithValues.count
arrayWithValues.removeAll()

These are the essential collection types in Swift, each with its own use-case, advantages, and
disadvantages. You can also create custom collections by conforming to protocols like Collection,
Sequence, etc.



Control flow
Control flow in Swift refers to the mechanisms used to control the sequence of events or the flow of
execution in a program. Swift provides various control flow constructs like loops, conditionals, and
branches.

Conditional Statements

If Statement

The if statement is used to conditionally execute a block of code.

let x = 10
if x > 5 {
   print("x is greater than 5")
}

If-Else Statement

You can use the else clause to execute code when the condition is not met.

if x > 5 {
   print("x is greater than 5")
} else {
   print("x is less than or equal to 5")
}

If-Else If-Else Statement

You can chain multiple if conditions using else if.

if x > 10 {
   print("x is greater than 10")
} else if x > 5 {
   print("x is greater than 5 but less than or equal to 10")
} else {
   print("x is less than or equal to 5")
}

Switch Statement

Swift's switch statement is powerful and can match against a variety of conditions, including ranges
and tuples.

switch x {
case 0:
   print("Zero")
case 1...9:
   print("Single digit")
case 10:



   print("It's ten")
default:
   print("More than ten")
}

Loops

For-In Loop

Used for iterating over sequences like arrays, dictionaries, ranges, etc.

for i in 1...3 {
   print(i)
}
for element in [1, 2, 3] {
   print(element)
}
for (key, value) in ["One": 1, "Two": 2] {
   print("\(key): \(value)")
}

While Loop

Executes a block of code as long as a condition is true.

var i = 1
while i <= 3 {
   print(i)
   i += 1
}

Repeat-While Loop

Similar to the while loop but evaluates the condition after executing the code block, guaranteeing at
least one execution.

var i = 1
repeat {
   print(i)
   i += 1
} while i <= 3

Control Transfer Statements

Continue

Used within a loop to skip the current iteration.

for i in 1...5 {
   if i == 3 {



       continue
   }
   print(i)
}

Break

Used to exit a loop or a switch statement immediately.

for i in 1...5 {
   if i == 3 {
       break
   }
   print(i)
}

Labeled Statements

You can label loops and conditional statements, and then use break or continue with those labels
for better control.

outerLoop: for i in 1...3 {
   for j in 1...3 {
       if j == 2 {
           break outerLoop
       }
       print("\(i), \(j)")
   }
}

Fallthrough

In Swift, switch cases don't fall through by default. Use the fallthrough keyword to achieve C-style
fallthrough behavior.

switch x {
case 10:
   print("It's ten")
   fallthrough
case 1...9:
   print("Single digit")
default:
   print("More than ten")
}

These are the fundamental control flow constructs in Swift, allowing for powerful and flexible
programming.



Functions
In Swift, functions are first-class citizens, which means you can assign them to variables, pass them
as arguments to other functions, and even return them from other functions. Functions in Swift are
defined using the func keyword.

Defining Functions

The simplest form of a function takes no parameters and returns Void.

func sayHello() {
   print("Hello, world!")
}

Calling Functions

To call a function, you use the function name followed by parentheses.

sayHello()  // Output: "Hello, world!"

Parameters

Functions can take parameters.

func greet(name: String) {
   print("Hello, \(name)!")
}

When you call this function, you have to provide an argument for the name parameter.

greet(name: "Alice")  // Output: "Hello, Alice!"

Return Values

Functions can also return values. The return type of the function is specified after the -> symbol.

func add(a: Int, b: Int) -> Int {
   return a + b
}

The function can be called like this:

let sum = add(a: 5, b: 3)  // sum is 8

Parameter Labels

Swift allows you to define both an internal name for parameters (used within the function) and an
external name (used when calling the function), separated by a space.



func divide(numerator x: Int, denominator y: Int) -> Int {
   return x / y
}
let result = divide(numerator: 10, denominator: 2)  // result is 5

Variadic Parameters

Some functions are designed to accept a variable number of arguments, indicated by an ellipsis (...)
after the type name.

func sum(numbers: Int...) -> Int {
   var total = 0
   for number in numbers {
       total += number
   }
   return total
}
let total = sum(numbers: 1, 2, 3, 4)  // total is 10

Default Parameter Values

You can specify default values for parameters. If a value for that parameter is omitted when the
function is called, the default value is used.

func makeCoffee(type: String = "Espresso") {
   print("Making a cup of \(type).")
}
makeCoffee()         // Output: "Making a cup of Espresso."
makeCoffee(type: "Cappuccino")  // Output: "Making a cup of Cappuccino."

In-Out Parameters

In Swift, function parameters are constants by default. If you want a function to modify a parameter
value, and you want those changes to persist after the function call, you can use inout parameters.

func modifyValue(_ value: inout Int) {
   value *= 2
}
var someValue = 5
modifyValue(&someValue)
// someValue is now 10

Function Types and Higher-Order Functions

Functions have types, just like all other values in Swift. You can use function types to declare
variables that can hold functions.

let myFunc: (Int, Int) -> Int = add



Swift supports higher-order functions, meaning you can pass functions as arguments to other
functions, and even return functions.

func operate(on a: Int, and b: Int, using operation: (Int, Int) -> Int)
-> Int {
   return operation(a, b)
}
let result = operate(on: 4, and: 2, using: add)  // result is 6

Functions in Swift are extremely flexible and powerful, enabling functional programming patterns,
among other things.

Closures
In Swift, closures are self-contained blocks of functionality that can capture and store references to
variables and constants from the surrounding context in which they are defined. Closures are similar
to lambdas or anonymous functions in other programming languages. They are often used for tasks
like delayed code execution, callbacks, and higher-order functions.

Basic Syntax

The simplest form of a closure is a function without a name.

let simpleClosure = { print("Hello, world!") }
simpleClosure()  // Output: "Hello, world!"

Parameters and Return Values

Closures can take parameters and return values just like functions. However, their syntax is
different.

let add: (Int, Int) -> Int = { (a, b) in
   return a + b
}
let sum = add(3, 2)  // sum is 5

Type Inference

Swift can infer the types of parameters and the return type based on the context in which the
closure is used. This allows for a more concise syntax.

let add = { (a: Int, b: Int) -> Int in
   return a + b
}
let subtract = { (a, b) in a - b }
let multiply: (Int, Int) -> Int = { $0 * $1 }



Shorthand Argument Names

Swift automatically provides shorthand argument names ($0, $1, $2, ...) that you can use to refer to
the values of the closure’s arguments.

let multiply = { $0 * $1 }
let result = multiply(3, 4)  // result is 12

Capturing Values

Closures can capture and store references to variables and constants from the surrounding context,
making it possible to manipulate these values from within the closure.

var incrementBy = 0
let incrementer = { () -> Int in
   incrementBy += 1
   return incrementBy
}
print(incrementer())  // Output: 1
print(incrementer())  // Output: 2

Escaping Closures

By default, closures are non-escaping, meaning they can't outlive the function they are passed to. If
you want to store a closure for later execution, you need to mark it as @escaping.

var storedClosure: (() -> Void)?
func someFunction(escapingClosure: @escaping () -> Void) {
   storedClosure = escapingClosure
}

Autoclosures

An autoclosure is a closure that is automatically created to wrap an expression that’s being passed
as an argument to a function. It doesn’t take any arguments, and when called, it returns the value of
the expression that’s wrapped inside of it.

func logIfTrue(_ predicate: @autoclosure () -> Bool) {
   if predicate() {
       print("True")
   }
}
logIfTrue(2 > 1)  // Output: "True"

Closures are a powerful feature in Swift and are widely used in iOS development and other Swift-
based platforms. They allow for flexible, functional programming and provide a mechanism for
controlling the scope and lifetime of variables and constants.



Enumeration
In Swift, enumerations (often called enums) are a powerful way to define a common type for a group
of related values, enabling you to work with those values in a type-safe way within your code.
Enumerations in Swift have more capabilities compared to enums in languages like C and Objective-
C.

Defining Enumerations

Here's a simple example:

enum CompassPoint {
   case north
   case south
   case east
   case west
}

You can also define multiple cases in a single line, separated by commas:

enum Planet {
   case mercury, venus, earth, mars, jupiter, saturn, uranus, neptune
}

Using Enumerations

To work with enumerations, you can use a switch statement for matching enumeration values:

var direction = CompassPoint.north
switch direction {
case .north:
   print("Lots of planets have a north")
case .south:
   print("Watch out for penguins")
case .east:
   print("Where the sun rises")
case .west:
   print("Where the skies are blue")
}

Associated Values

Enumerations in Swift can also have associated values, which means you can store additional custom
information along with each case.

enum Barcode {
   case upc(Int, Int, Int, Int)
   case qrCode(String)
}



var productBarcode = Barcode.upc(8, 85909, 51226, 3)
switch productBarcode {
case .upc(let numberSystem, let manufacturer, let product, let check):
   print("UPC: \(numberSystem), \(manufacturer), \(product), \(check).")
case .qrCode(let productCode):
   print("QR code: \(productCode).")
}

Raw Values

Enums can have raw values, which must be unique within the enum's scope. These can be useful for
encoding an enum's state to a primitive data type.

enum ASCIIControlCharacter: Character {
   case tab = "\t"
   case lineFeed = "\n"
   case carriageReturn = "\r"
}

You can also use implicit assignment for enums with integer or string raw types:

enum Planet: Int {
   case mercury = 1, venus, earth, mars, jupiter, saturn, uranus, neptune
}
let earthsOrder = Planet.earth.rawValue  // earthsOrder is 3

Initializing from Raw Values

If you have a raw value, you can find the corresponding enum case using the enum's initializer.

let possiblePlanet = Planet(rawValue: 3)  // possiblePlanet is of type
Planet? and equals Planet.earth

Recursive Enumerations

Swift allows for recursive enumerations, which are enumerations that have another instance of the
enumeration as the associated value for one or more of the enumeration cases. You indicate that an
enumeration case is recursive by writing indirect before it.

indirect enum ArithmeticExpression {
   case number(Int)
   case addition(ArithmeticExpression, ArithmeticExpression)
   case multiplication(ArithmeticExpression, ArithmeticExpression)
}

Enumerations in Swift are much more flexible than in many other languages, allowing for a wide
range of applications in modeling data and behavior. They are commonly used in switch statements,
data models, and protocol definitions.



Structures and Classes
In Swift, both classes and structures are complex data types that allow you to define properties to
store values and methods to provide functionality. However, there are key differences between
them.

Syntax

The basic syntax for defining a structure is:

struct StructName {
   // property and method definitions
}

For defining a class:

class ClassName {
   // property and method definitions
}

Initialization

Both classes and structs can have initializers:

struct Point {
   var x: Double
   var y: Double
}
let origin = Point(x: 0.0, y: 0.0)
class Circle {
   var radius: Double
   init(radius: Double) {
       self.radius = radius
   }
}
let circle = Circle(radius: 5.0)

Properties and Methods

Both classes and structs can have properties and methods:

struct Rectangle {
   var width = 0.0
   var height = 0.0
   func area() -> Double {
       return width * height
   }
}
class Square {



   var sideLength = 0.0
   func area() -> Double {
       return sideLength * sideLength
   }
}

Value Types vs. Reference Types

The primary difference between classes and structs is that structs are value types and classes are
reference types.

// Using structs
var point1 = Point(x: 0, y: 0)
var point2 = point1  // point2 is a copy of point1
point2.x = 5
print(point1.x)  // Output: 0
print(point2.x)  // Output: 5
// Using classes
var circle1 = Circle(radius: 1)
var circle2 = circle1  // circle2 and circle1 refer to the same object
circle2.radius = 5
print(circle1.radius)  // Output: 5
print(circle2.radius)  // Output: 5

Inheritance and Type Casting

Classes support inheritance, which means a class can inherit properties and methods from another
class. Structures do not support inheritance.

class Shape {
   var sides = 0
}
class Triangle: Shape {
   // Inherits `sides` property from Shape
   var base = 0.0
   var height = 0.0
}

Memberwise Initializers for Structure Types

Structures automatically receive a memberwise initializer if they do not define any of their own
initializers.

let rectangle = Rectangle(width: 5, height: 10)

Classes do not receive a default memberwise initializer.

Mutability

In Swift, structures are generally preferred for data that does not need to be modified after it is



created. By making them instances of structs, Swift allows these data types to be copied and passed
around safely.

Reference Counting and Deinitialization

Swift classes have additional features, like reference counting, to manage memory, and you can add
deinitializers to free up resources. Structures do not have deinitializers.

class SomeClass {
   deinit {
       print("The instance is being deinitialized.")
   }
}

Identity Operators

Since classes are reference types, it's possible to check if two references point to the same instance
using identity operators (=== and !==).

if circle1 === circle2 {
   print("Both circles refer to the same object.")
}

Structures do not have this capability since they are value types and are copied when assigned or
passed to a function.

In summary, both classes and structs are foundational to Swift programming, and understanding
when to use each is crucial. Classes offer more flexibility but come with the cost of additional
complexity. Structures offer safety and are usually more straightforward, making them the better
choice for simple data encapsulation.

Properties
In Swift, properties associate values with a particular class, structure, or enumeration. There are
two kinds of properties:

Stored Properties: These store constant and variable values as part of an instance. Stored
properties can be either variable stored properties (introduced by the var keyword) or constant
stored properties (introduced by the letkeyword).

Computed Properties: Instead of storing a value, a computed property provides a getter and an
optional setter to retrieve and set other properties and values indirectly.

Stored Properties

Stored properties can be either variable (var) or constant (let). They can have default values and
can also be set and accessed using dot syntax.

struct Point {
   var x: Double



   let y: Double
}
var myPoint = Point(x: 1.0, y: 2.0)
myPoint.x = 2.0 // OK
// myPoint.y = 3.0 // Error, `y` is a constant property

Lazy Stored Properties

A lazy stored property is a property whose initial value is not calculated until the first time it is used.

class DataLoader {
   // This is a heavy computational property, for example, loading data
from disk
   lazy var allData = ["Data1", "Data2", "Data3"]
}
let loader = DataLoader()
print(loader.allData) // Output: ["Data1", "Data2", "Data3"]

Computed Properties

Computed properties provide a getter, and optionally a setter, to access or modify other properties.

struct Circle {
   var radius: Double
   var diameter: Double {
       get {
           return radius * 2
       }
       set {
           radius = newValue / 2
       }
   }
}
var circle = Circle(radius: 5)
print(circle.diameter) // Output: 10.0
circle.diameter = 12
print(circle.radius) // Output: 6.0

Property Observers

Swift allows you to define property observers to monitor changes in a property’s value, which you
can respond to with custom actions. Observers can be added to stored properties you define yourself
and properties that a subclass inherits.

willSet is called just before the value is stored.
didSet is called immediately after the new value is stored.

struct Rectangle {
   var width: Double {
       willSet {



           print("About to set width to \(newValue)")
       }
       didSet {
           print("Width changed from \(oldValue) to \(width)")
       }
   }
}
var rect = Rectangle(width: 10)
rect.width = 20
print(rect) // Rectangle with = 20.0

Type Properties

You can also define properties that belong to the type itself, rather than to any one instance of that
type.

struct SomeStructure {
   static var storedTypeProperty = "Some value."
   static var computedTypeProperty: Int {
       return 27
   }
}
enum SomeEnumeration {
   static var storedTypeProperty = "Some value."
   static var computedTypeProperty: Int {
       return 6
   }
}
class SomeClass {
   static var storedTypeProperty = "Some value."
   class var computedTypeProperty: Int {
       return 42
   }
}

Readonly Computed Properties

A computed property with a getter but no setter is known as a read-only computed property. You can
simplify the declaration of a read-only computed property by removing the get keyword and its
braces.

struct Cuboid {
   var width: Double
   var height: Double
   var depth: Double
   var volume: Double {
       return width * height * depth
   }
}
let vol = Cuboid(width: 2, height: 4, depth: 6)



print(vol.volume)

In Swift, properties play an important role in encapsulation, computation, and observation, serving
as a fundamental building block of your data model. They provide a unified interface for data
manipulation, improving readability, maintainability, and reusability of your code.

Method
Methods are functions that are associated with a particular type. In Swift, you can define methods
for classes, structures, and enumerations. Methods are used to provide functionality for
manipulating or interacting with an object's properties.

Instance Methods

Instance methods are functions that belong to instances of a particular class, structure, or
enumeration. They have access to self, which refers to the instance the method is being called on.

Here's a simple example:

class Counter {
   var count = 0
   func increment() {
       count += 1
   }
   func increment(by amount: Int) {
       count += amount
   }
   func reset() {
       count = 0
   }
}
let counter = Counter()
counter.increment()
print(counter.count)  // Output: 1
counter.increment(by: 5)
print(counter.count)  // Output: 6
counter.reset()
print(counter.count)  // Output: 0

Type Methods

Type methods are methods that are called on the type itself rather than on instances. You define
type methods with the static keyword for structures and enumerations and with either the static or
class keyword for classes. If you use class, you can allow a method to be overridden by subclasses.

Here's an example with a type method:

class Math {
   static func square(of number: Int) -> Int {
       return number * number



   }
   class func cube(of number: Int) -> Int {
       return number * number * number
   }
}
print(Math.square(of: 5))  // Output: 25
print(Math.cube(of: 3))    // Output: 27

mutating Methods in Value Types

Since structures and enumerations are value types, their properties cannot be modified within their
instance methods by default. If you need to modify the properties, you have to mark the method with
the mutating keyword.

struct Point {
   var x = 0.0
   var y = 0.0
   mutating func moveBy(x deltaX: Double, y deltaY: Double) {
       x += deltaX
       y += deltaY
   }
}
var somePoint = Point(x: 1.0, y: 1.0)
somePoint.moveBy(x: 2.0, y: 3.0)
print("The point is now at (\(somePoint.x), \(somePoint.y))")  // Output:
The point is now at (3.0, 4.0)

self Property

In any instance method, self refers to the instance itself. It is particularly useful to distinguish
between a parameter name and a property name if they are the same.

struct Point {
   var x = 0.0
   var y = 0.0
   func isToTheRightOf(x: Double) -> Bool {
       return self.x > x
   }
}

Methods in Enumerations

Enumerations can also have methods associated with them.

enum TriStateSwitch {
   case off, low, high
   mutating func next() {
       switch self {
       case .off:
           self = .low



       case .low:
           self = .high
       case .high:
           self = .off
       }
   }
}

Method Parameters and Return Types

Just like normal functions, methods can take parameters and return values:

class Calculator {
   func multiply(_ a: Int, by b: Int) -> Int {
       return a * b
   }
}
let calculator = Calculator()
print(calculator.multiply(3, by: 4))  // Output: 12

Methods in Swift are flexible and versatile, allowing you to encapsulate behavior in a clean and
organized manner. They make your types more expressive and easier to use, both as standalone
entities and as part of larger, more complex types.

Subscript
Subscripts in Swift are shortcuts for accessing elements from a collection, list, or sequence. You can
define subscripts to provide a more intuitive way to access data from your classes, structures, or
enumerations, similar to how you would access elements in an array or dictionary.

Defining a Subscript

You define a subscript with the subscript keyword. Here's a basic example:

struct TimesTable {
   let multiplier: Int
   subscript(index: Int) -> Int {
       return multiplier * index
   }
}
let threeTimesTable = TimesTable(multiplier: 3)
print("Six times three is \(threeTimesTable[6])")
// Output: "Six times three is 18"

Subscript Options

Multiple Parameters: Subscripts can take multiple parameters.

struct Matrix {
   let rows: Int



   let columns: Int
   var grid: [Double]
   init(rows: Int, columns: Int) {
       self.rows = rows
       self.columns = columns
       grid = Array(repeating: 0.0, count: rows * columns)
   }
   subscript(row: Int, col: Int) -> Double {
       get {
           return grid[(row * columns) + col]
       }
       set {
           grid[(row * columns) + col] = newValue
       }
   }
}

Read-Only Subscripts: If a subscript is read-only, you can omit the get keyword for brevity.

struct FixedLengthRange {
   var firstValue: Int
   let length: Int
   subscript(index: Int) -> Int {
       return firstValue + index
   }
}

Using Subscripts

Here's how you could use the Matrix subscript to set and get values:

var matrix = Matrix(rows: 2, columns: 2)
matrix[0, 1] = 1.5
matrix[1, 0] = 3.2
let someValue = matrix[1, 0]
// someValue is 3.2

Type Subscripts

You can also define subscripts that are called on the type rather than on instances of the type. These
are indicated by the static keyword.

enum Math {
   static subscript(n: Int) -> Double {
       return Double(n * n)
   }
}
let value = Math[3]  // value is 9.0



Overloaded Subscripts

You can provide more than one subscript implementation based on the number or types of the
parameters. This is known as overloading.

struct Vector3D {
   var x = 0.0, y = 0.0, z = 0.0
   subscript(index: Int) -> Double? {
       switch index {
       case 0:
           return x
       case 1:
           return y
       case 2:
           return z
       default:
           return nil
       }
   }
   subscript(axis: String) -> Double? {
       switch axis {
       case "x":
           return x
       case "y":
           return y
       case "z":
           return z
       default:
           return nil
       }
   }
}
var v = Vector3D()
v[0] = 3.0
v[1] = 2.0
v[2] = 1.0
print(v[0])  // Output: Optional(3.0)
print(v["y"])  // Output: Optional(2.0)

Subscripts provide a convenient syntax for accessing and modifying data, making your code more
expressive and easier to understand. They offer an intuitive interface for working with collections,
matrices, or any other data structures where elements need to be easily accessed.

inheritance
inheritance is one of the fundamental building blocks of Object-Oriented Programming (OOP). It
allows a class to inherit the properties and methods of another class, facilitating code reuse and
reducing redundancy. In Swift, classes can inherit from other classes, whereas structures and
enumerations cannot.



Basic Syntax

To specify that a new class is a subclass of an existing class, you place the subclass name after the
superclass name, separated by a colon:

class Animal {
   func makeSound() {
       print("Some generic animal sound")
   }
}
class Dog: Animal {
   override func makeSound() {
       print("Woof, woof!")
   }
}

Using Inheritance

You can create an instance of the subclass and call its methods, including those inherited from the
superclass.

let myDog = Dog()
myDog.makeSound() // Output: "Woof, woof!"

Overriding Methods and Properties

Subclasses can provide their own implementations of instance methods, type methods, instance
properties, type properties, or subscripts that are already defined in their superclass. You do this by
using the override keyword:

class Animal {
   var name: String = "Animal"
   func description() -> String {
       return "I am an animal."
   }
}
class Dog: Animal {
   override var name: String {
       get {
           return super.name
       }
       set {
           super.name = "Dog: \(newValue)"
       }
   }
   override func description() -> String {
       return "I am a dog."
   }
}



Calling Super

In the overridden methods, properties, or subscripts, you can refer to the superclass version of the
method, property, or subscript by using the super keyword:

override func description() -> String {
   return super.description() + " Specifically, a dog."
}

Final

You can prevent a method, property, or subscript from being overridden by marking it as final:

class Animal {
   final func cannotOverride() {
       print("You can't override me!")
   }
}

Initialization and Inheritance

Initialization in Swift classes that involve inheritance requires a two-phase initialization process to
make sure that each class in the hierarchy is fully initialized before it starts getting used. This is
beyond the scope of a brief overview but is an important aspect to understand.

Type Casting

Swift provides type checking and allows you to cast between classes in an inheritance hierarchy.

let animal: Animal = Dog()
if let dog = animal as? Dog {
   print("Successfully cast Animal to Dog")
}

Polymorphism

Inheritance enables polymorphism, a feature where a class can be treated as an instance of its
superclass. This allows for greater flexibility and simpler code when manipulating different class
types that share the same superclass.

func printAnimalDescription(animal: Animal) {
   print(animal.description())
}
let dog = Dog()
printAnimalDescription(animal: dog)  // Output: "I am a dog."

Inheritance in Swift allows you to create a hierarchy of classes that builds upon shared
characteristics, leading to reusable code and easier management of complex projects.



Initialization
In Swift, initializers are special methods that can be called to create a new instance of a particular
type. They're akin to "constructors" in other programming languages. Initializers prepare the new
instance of a class, structure, or enumeration for use, which involves setting an initial value for each
stored property and performing any other necessary setup.

Default Initializers:

Swift provides a default initializer for any structure or class that provides default values for all of its
properties and does not provide at least one initializer itself.

class ShoppingItem {
   var name: String = ""
   var quantity: Int = 0
}
let item = ShoppingItem() // name is "" and quantity is 0

Memberwise Initializers for Structure Types:

Swift provides a memberwise initializer by default for structures. This initializer is not available for
class types.

struct Point {
   var x: Double
   var y: Double
}
let point = Point(x: 0.0, y: 0.0)

Custom Initializers:

You can provide a custom initializer that requires specific information when you create an instance
of a class or struct.

class Animal {
   var name: String
   // Custom initializer
   init(name: String) {
       self.name = name
   }
}
let aDog = Animal(name: "Rex")

Failable Initializers:

Failable initializers are used for cases where invalid conditions may cause the initialization to fail.
These initializers return an optional value.

struct Item {
   var name: String



   var price: Double
   // Failable initializer
   init?(name: String, price: Double) {
       if name.isEmpty || price <= 0 {
           return nil
       }
       self.name = name
       self.price = price
   }
}
if let validItem = Item(name: "Vase", price: 42) {
   print(validItem.price) // Prints: 42.0
}
if let invalidItem = Item(name: "", price: 42) {
   // This won't execute because the initializer will return nil
   print(invalidItem.price)
}

Initializer Delegation for Value Types (Structures):

struct Size {
   var width: Double, height: Double
   init(width: Double, height: Double) {
       self.width = width
       self.height = height
   }
   // Initializer Delegation
   init(side: Double) {
       self.init(width: side, height: side)
   }
}
let someSize = Size(side: 50) // width and height will be 50

Class Inheritance and Initialization:

In classes, designated initializers are primary initializers that initialize all properties introduced by
the class and call a superclass initializer to continue initialization up the chain.

class Vehicle {
   var numberOfWheels: Int
   init(wheels: Int) {
       self.numberOfWheels = wheels
   }
}
class Bicycle: Vehicle {
   var hasBasket: Bool
   init(hasBasket: Bool) {
       self.hasBasket = hasBasket
       super.init(wheels: 2) // Calling a designated initializer from the
superclass



   }
}
let bike = Bicycle(hasBasket: true)

These examples showcase various ways initializers can be used in Swift, depending on the
requirements of your classes and structures.

Deinitialization
Deinitialization in Swift allows an instance of a class to free up any resources it has assigned before
the instance is deallocated. Structures and enumerations are value types in Swift and are
deallocated automatically and don’t use deinitializers. Only class instances have deinitializers.

Syntax

Deinitializers are written using the deinit keyword, similar to how initializers are written using the
init keyword. They don't take any parameters and cannot be called directly. Instead, deinitializers
are automatically called right before an instance is deallocated. You can't override a superclass's
deinitializer.

class SomeClass {
   // Initializers, properties, methods go here
   deinit {
       // Perform the deinitialization
   }
}

Example

Consider a class that opens a file when it's created and writes to it when it's destroyed:

class FileWriter {
   var file: String
   init(filename: String) {
       file = filename
       // code to create or open the file
       print("\(file) opened.")
   }
   deinit {
       // code to save or close the file
       print("\(file) closed.")
   }
}
// Create an optional FileWriter instance
var writer: FileWriter? = FileWriter(filename: "data.txt")
// ... do some operations
// When setting the instance to nil, the deinitializer will be called
writer = nil  // Outputs: "data.txt closed."

In the above example, the FileWriter class has a deinitializer that gets called when the instance is



about to be deallocated, ensuring that the file is properly closed.

Automatic Reference Counting (ARC)

Swift uses Automatic Reference Counting (ARC) to keep track of and manage your app’s memory
usage. When an instance of a class is no longer referred to by any strong references, Swift
automatically deallocates it, and right before that, the deinit method is called.

However, it's crucial to understand that cycles of strong references can prevent instances from
being deallocated. These cycles can be broken using weak or unowned references. It's a common
use case where deinitializers come into play, especially when dealing with listeners, observers, or
other types of resources that need to be manually released.

Tips

Only one deinit per class is allowed.
Superclass deinitializers are inherited by their subclasses and are automatically called by
Swift, even if a subclass doesn't provide its own deinitializer.
Because the superclass deinitializer is called automatically, there's no need to call
super.deinit() in your deinitializer.

Overall, deinitializers are a crucial part of resource management in Swift. They allow you to handle
cleanup tasks before a class instance is deallocated, ensuring that system resources like files,
network connections, or even memory are used efficiently.

Optional chaining
Optional chaining is a process in Swift that allows you to call properties, methods, and subscripts on
optionals that might currently be nil. If the optional contains a value, the property, method, or
subscript call succeeds; if the optional is nil, the property, method, or subscript call returns nil.
Multiple queries can be chained together, and the entire chain fails gracefully if any link in the chain
is nil.

Basic Usage

Consider a class Person that has a property residence of type Residence?:

class Residence {
   var numberOfRooms = 1
}
class Person {
   var residence: Residence?
}

You could use optional chaining to call the numberOfRooms property on residence, like this:

let john = Person()
// Without optional chaining
if let roomCount = john.residence?.numberOfRooms {
   print("John's residence has \(roomCount) room(s).")
} else {



   print("Unable to retrieve the number of rooms.")
}
// Output: "Unable to retrieve the number of rooms."

Notice the ? after john.residence. This is the optional chaining. If residence exists,
numberOfRooms is called on it. Otherwise, the whole expression returns nil.

Optional Chaining with Method Calls

You can use optional chaining on a method call that returns a value, and the return type will be an
optional. Here's an example:

class Dog {
   func makeSound() -> String {
       return "Woof!"
   }
}
class Person {
   var pet: Dog?
}
let mary = Person()
if let sound = mary.pet?.makeSound() {
   print("Mary's pet says: \(sound)")
} else {
   print("Mary doesn't have a pet.")
}
// Output: "Mary doesn't have a pet."

Optional Chaining with Subscripts

You can use optional chaining with subscripts:

var testScores = ["Dave": [42, 82, 72], "Bev": [88, 77, 99]]
// Update Dave's first test score
testScores["Dave"]?[0] = 91

Here, the optional chaining checks if the key "Dave" exists in the testScores dictionary. If it does,
then the value at index 0 is updated to 91.

Nested Optional Chaining

You can chain multiple optional chaining queries together. If any link in the chain is nil, the entire
chain returns nil.

class Address {
   var buildingName: String?
   var street: String?
}
class Residence {
   var address: Address?



}
class Person {
   var residence: Residence?
}
let susan = Person()
if let street = susan.residence?.address?.street {
   print("Susan's address is \(street).")
} else {
   print("Unable to retrieve address.")
}
// Output: "Unable to retrieve address."

In the above code snippet, the optional chaining attempts to retrieve
susan.residence?.address?.street. Both residence and address are optionals, and in this case,
they are nil. Therefore, the entire optional chain returns nil.

Optional Chaining with Nil-Coalescing Operator

Optional chaining is often used in combination with the nil-coalescing operator ??:

let roomCount = john.residence?.numberOfRooms ?? 1

Here, roomCount will be 1 if john.residence or numberOfRooms is nil.

Optional chaining provides a concise, efficient way to traverse optional types in Swift, letting you
write more robust and readable code.

Error handling
Error handling is a critical aspect of programming in Swift. It provides a flexible and straightforward
way to propagate and handle errors during runtime. Swift uses a combination of language features
to support error handling, which includes throwing, catching, propagating, and manipulating errors.

Defining Errors

In Swift, errors are represented by types that conform to the Error protocol. You can use enum to
group related error conditions together.

enum FileError: Error {
   case fileNotFound
   case insufficientPermissions
   case unknown
}

Throwing Errors

You can throw an error to indicate that an unexpected condition has occurred. Functions and
methods that can throw an error must be marked with the throws keyword.

func readFile(filename: String) throws {



   if filename == "bad_file.txt" {
       throw FileError.fileNotFound
   }
   // rest of the code
}

Catching and Handling Errors

To handle errors in Swift, you use do-catch blocks. Within a do block, you write code that can
potentially throw an error. The corresponding catch blocks catch and handle the error.

do {
   try readFile(filename: "bad_file.txt")
} catch FileError.fileNotFound {
   print("File not found.")
} catch FileError.insufficientPermissions {
   print("You don't have permissions to read this file.")
} catch {
   print("An unknown error occurred.")
}

You can also catch errors and bind them to a local constant for further interrogation:

do {
   try readFile(filename: "bad_file.txt")
} catch let error as FileError {
   print("Caught a specific file error: \(error)")
} catch {
   print("An unknown error occurred: \(error)")
}

Propagating Errors

You can propagate errors from a function to its callers by marking the function with throws. The
calling function must then handle the error using a do-catch block or continue to propagate it.

func processFile(filename: String) throws {
   try readFile(filename: filename)
   // further code
}

Optional try

Swift provides try? and try! to convert the result into an optional. If the function throws an error,
the result is nil.

if let result = try? readFile(filename: "some_file.txt") {
   print("Read file successfully.")
} else {



   print("Failed to read file.")
}

Using try! disables error propagation and runtime crashes if an error is thrown.

let result = try! readFile(filename: "known_good_file.txt")

Use try! cautiously, only when you're sure that the function will not throw an error.

Clean-up Actions

Swift provides defer blocks for writing code that is executed both when the code is successful and
when it throws an error. It's useful for cleaning up resources like file handles.

func someFunction() throws {
   // Acquire some resource
   defer {
       // Release the resource
   }
   // Do something that may throw an error
}

Swift's error handling combines language features like throws, try, catch, and defer with standard
library types like Error to provide a robust and comprehensive system for dealing with runtime
errors in a clear and maintainable way.

Concurrency
Concurrency allows multiple tasks to run in parallel, making better use of resources and potentially
speeding up operations, especially in programs with tasks that can run concurrently without
interfering with one another. Swift has gradually introduced various tools and paradigms to handle
concurrency effectively. As of Swift 5.5, Apple introduced a new set of concurrency features in Swift,
such as async/await, actors, and structured concurrency. Here's an overview:

1. GCD (Grand Central Dispatch)

This is one of the older ways of handling concurrency in Swift, using dispatch queues.

Serial Queues: Executes tasks one at a time.

let serialQueue = DispatchQueue(label: "com.example.serialQueue")

Concurrent Queues: Can execute multiple tasks in parallel.

let concurrentQueue = DispatchQueue(label: "com.example.concurrentQueue",
attributes: .concurrent)

Main Queue: For UI-related tasks. All UI updates must be done on this queue.



DispatchQueue.main.async {
   // Update the UI
}

2. OperationQueue

It builds on top of GCD and provides a higher-level API. It uses operations (instances of the
Operation class) that can be paused, canceled, or have dependencies.

3. Threads

Direct thread management is typically discouraged in favor of higher-level abstractions like GCD or
OperationQueue. However, Thread is still available for use when needed.

4. Async/Await

Introduced in Swift 5.5, this provides a more readable way to handle asynchronous code.

Basic usage:

func fetchData() async -> Data {
   // ...
}
async {
   let data = await fetchData()
   // Use the data
}

5. Structured Concurrency

This ties the lifecycle of concurrent tasks to the program's structure. It ensures that tasks are
appropriately awaited or canceled to prevent "dangling" tasks.

Using Task Groups:

async {
   await withTaskGroup(of: Int.self) { group in
       for _ in 1...10 {
           group.addTask {
               // Some async task
               return 42
           }
       }
       for await result in group {
           // Handle result
       }
   }
}



Actors

Actors provide a way to protect mutable state from data races. They ensure that only one task
accesses the actor's mutable state at a time.

actor Counter {
   private var value = 0
   func increment() {
       value += 1
   }
   func get() -> Int {
       return value
   }
}
let counter = Counter()
async {
   await counter.increment()
   print(await counter.get())
}

Continuations

Continuations provide a bridge between callback-based APIs and async/await.

func fetchData(completion: (Data?, Error?) -> Void) {
   // Some async operation using a callback
}
func fetchData() async throws -> Data {
   return try await withCheckedThrowingContinuation { continuation in
       fetchData { (data, error) in
           if let error = error {
               continuation.resume(throwing: error)
           } else if let data = data {
               continuation.resume(returning: data)
           }
       }
   }
}

While GCD and OperationQueue have been available for a while, the newer async/await paradigm,
structured concurrency, and actors are changing the way Swift developers approach concurrency by
making it more straightforward and less error-prone. Properly understanding and utilizing these
tools is key to writing efficient and safe concurrent code in Swift.

macros
In Swift, there isn't a preprocessor and therefore no concept of macros as you might know them
from languages like C or C++. Swift aims to be simple and clear, and it tries to reduce the amount
of hidden behavior or code transformations. Macros can often lead to hard-to-understand code and
tricky debugging scenarios, which is why Swift has mostly avoided them.



However, you can use compile-time directives that offer similar functionalities in some cases:

Conditional Compilation

You can use conditional compilation blocks defined by #if, #else, #elseif, and #endif to
conditionally include code. The most common use case is for platform checks.

#if os(iOS)
   // iOS specific code
#elseif os(macOS)
   // macOS specific code
#else
   // Code for other platforms
#endif

Debug and Release Builds

You can use conditional compilation to distinguish between debug and release builds.

#if DEBUG
   print("This is a debug build!")
#else
   print("This is a release build!")
#endif

Custom Compilation Flags

You can also define your own compilation conditions by passing flags to the Swift compiler using the
-D flag. For example, to define a custom EXPERIMENTAL flag, you could compile your Swift code
with swiftc -D EXPERIMENTAL. You could then use this in your code like so:

#if EXPERIMENTAL
   print("Experimental feature enabled")
#endif

Function Inlining and Optimization Hints

In Swift, you can provide hints to the compiler about function inlining using @inlinable and
@inline(__always)attributes. These aren't macros, but they do influence the compilation process.

@inlinable func performFastOperation() {
   // code
}

or

@inline(__always) func superFastInlineOperation() {
   // code
}



Other Directives

Swift also supports other compiler directives like #warning and #error for emitting warnings and
errors during compilation.

#warning("This is a warning message")
#error("This is an error message")

So, while Swift doesn't support macros in the traditional sense, it does offer various ways to achieve
similar results through its type system, language features, and compiler directives.

Type casting
Type casting in Swift is a way to check the type of an instance or to treat that instance as a different
superclass or subclass from somewhere else in its own class hierarchy. Swift uses two operators for
type casting:

is: This operator checks the type of a value and returns true or false depending on the check.1.
as? or as!: These operators try to cast a value to another type. as? returns an optional value2.
(either the cast value or nil), and as! forcefully unwraps the optional (which will trigger a
runtime error if the cast fails).

Checking Type

You can use the is operator to check the type of a value:

let myValue: Any = 5
if myValue is Int {
   print("It's an integer.")
} else {
   print("It's not an integer.")
}

Downcasting

When you're sure that the downcast will always succeed, you can use as!. However, if the downcast
can fail, it's safer to use as?.

class Animal {}
class Dog: Animal {}
let pet: Animal = Dog()
// Using as?
if let aDog = pet as? Dog {
   print("Successfully downcast to Dog")
} else {
   print("Failed to downcast to Dog")
}
// Using as!
let anotherDog = pet as! Dog // Be cautious; this can crash if the
downcast fails.



Upcasting

Upcasting is generally safe and is guaranteed to succeed. You can upcast a class to one of its
superclasses, which is implicitly done by the compiler most of the time. However, you can also
explicitly use the as operator for this.

let myDog: Dog = Dog()
let myAnimal = myDog as Animal // Upcasting to superclass

Type Casting with UIKit

In UIKit, type casting is frequently used to identify the kind of UI element in a collection like
UITableView or UICollectionView.

func tableView(_ tableView: UITableView, cellForRowAt indexPath:
IndexPath) -> UITableViewCell {
   let cell = tableView.dequeueReusableCell(withIdentifier: "cell", for:
indexPath)
   if let myCustomCell = cell as? MyCustomTableViewCell {
       // Configure MyCustomTableViewCell
   }
   return cell
}

Any and AnyObject

Swift provides two special types (Any and AnyObject) for working with nonspecific types:

Any can represent an instance of any type.
AnyObject can represent an instance of any class type.

These types are often used in Swift's API to represent data that can be of any type, but they are less
type-safe and should be used cautiously.

var items: [Any] = [5, "John", 3.14]
for item in items {
   switch item {
   case let anInt as Int:
       print("Integer value: \(anInt)")
   case let aString as String:
       print("String value: \(aString)")
   case let aDouble as Double:
       print("Double value: \(aDouble)")
   default:
       print("Unknown type")
   }
}

In this example, we define an array items that can hold values of any type. We then iterate through
the array and use type casting to identify the type of each item.



Swift's type casting operators provide a powerful way to work safely with the type system, making it
easier to write flexible, reusable code.

Type nesting
Type nesting allows you to define types within the context of other types, thereby making your code
more organized and expressive. By nesting types, you encapsulate related functionalities and make
the outer type's namespace cleaner. You can nest enumerations, structures, and classes within
enumerations, structures, and classes.

Here's an example of type nesting in Swift:

struct ChessBoard {
   enum Piece {
       case pawn, knight, bishop, rook, queen, king
   }
   enum Player {
       case white, black
   }
   class Square {
       let piece: Piece
       let player: Player
       init(piece: Piece, player: Player) {
           self.piece = piece
           self.player = player
       }
   }
   var board: [[Square?]] = Array(repeating: Array(repeating: nil, count:
8), count: 8)
   func placePiece(_ piece: Piece, by player: Player, at x: Int, y: Int)
{
       board[x][y] = Square(piece: piece, player: player)
   }
}

In this example, the ChessBoard structure contains a nested enumeration Piece, another nested
enumeration Player, and a nested class Square. These nested types make it clear that they are only
intended to be used in the context of a ChessBoard.

Accessing Nested Types

You can reference nested types outside of the nesting type by using the nesting type's name as a
prefix:

let myPiece: ChessBoard.Piece = .queen

Why Nest Types?

Encapsulation: Nested types encapsulate utility classes, structures, or enumerations that are only
relevant in the context of the outer type, thus not polluting the global scope.



Readability: Grouping tightly-coupled types together improves code readability and
understandability.

Namespacing: You can use the same names for nested types in different classes without conflict.
For example, you could also have a Player enumeration in a CardGame struct without it clashing
with the Player enumeration nested inside ChessBoard.

Extendability: You can extend the nested types outside of the nesting type using extensions.
However, you must use the fully qualified name:

extension ChessBoard.Square {
   func description() -> String {
       return "This is a \(player) \(piece)"
   }
}

By understanding and using type nesting appropriately, you can write cleaner, more maintainable,
and more organized Swift code.

Extensions
Extensions in Swift add new functionality to an existing class, structure, enumeration, or protocol
type. This includes the ability to extend types for which you don't have access to the original source
code. Extensions in Swift can:

Add computed properties and computed type properties
Define instance methods and type methods
Provide new initializers
Define subscripts
Define and use new nested types
Make an existing type conform to a protocol

Here are some ways to use extensions:

Adding Methods

You can add new methods to existing types.

extension String {
   func shout() -> String {
       return self.uppercased() + "!!!"
   }
}
print("hello".shout())  // Outputs "HELLO!!!"

Adding Computed Properties

You can add computed instance properties and computed type properties.

extension Int {



   var squared: Int {
       return self * self
   }
}
print(5.squared)  // Outputs 25

Adding Initializers

You can add new initializers to existing types. This is particularly useful for adding custom
initializers to classes provided by frameworks or libraries.

extension String {
   init(_ number: Int) {
       self.init(number.description)
   }
}
let stringFromInt = String(42)
print(stringFromInt)  // Outputs "42"

Adding Subscripts

You can add subscript functionalities to existing types.

extension Array {
   subscript(safe index: Int) -> Element? {
       return (0..<count).contains(index) ? self[index] : nil
   }
}
let array = [1, 2, 3]
print(array[safe: 1])  // Optional(2)
print(array[safe: 5])  // nil

Adding Protocol Conformance

You can also make existing types conform to a protocol.

protocol Nameable {
   var name: String { get }
}
extension String: Nameable {
   var name: String {
       return self
   }
}

In this example, the String type automatically conforms to the Nameable protocol because it
already has a name property (the string itself).



Extending Nested Types

You can extend nested types using their fully qualified name.

extension ChessBoard.Square {
   func description() -> String {
       return "This is a \(player) \(piece)"
   }
}

Conditional Extensions

You can also extend a generic type conditionally to add functionalities for instances of the type that
meet certain criteria.

extension Collection where Element: Numeric {
   func sum() -> Element {
       return reduce(0, +)
   }
}
let numbers = [1, 2, 3, 4]
print(numbers.sum())  // Outputs 10

Extensions can drastically improve code reusability and organization, allowing for a more modular
and clean codebase. However, it's crucial to use them judiciously to avoid conflicts and potential
misuse.

protocols
In Swift, protocols define a blueprint of methods, properties, and other requirements for a particular
task or piece of functionality. Protocols can be adopted by classes, structures, and enumerations to
provide an actual implementation of those requirements. Any type that satisfies the requirements of
a protocol is said to conform to that protocol.

Basic Protocol Syntax

Here's a simple example defining a protocol with a single instance method requirement:

protocol Animal {
   func makeSound()
}

Adopting Protocols

A class, structure, or enumeration can adopt one or more protocols, separated by commas, and
provide the actual implementation for the requirements of those protocols.

class Dog: Animal {
   func makeSound() {



       print("Woof, woof!")
   }
}
struct Cat: Animal {
   func makeSound() {
       print("Meow!")
   }
}

Protocol Properties

Protocols can require that conforming types have specific instance properties or type properties with
a particular name and type.

protocol Named {
   var name: String { get }
}

Here, the Named protocol requires a read-only property name of type String.

Protocol Methods

You can define both instance and type methods as part of a protocol’s definition.

protocol RandomNumberGenerator {
   func random() -> Double
}

Optional Requirements

Swift protocols can have optional requirements, which are prefixed by the optional keyword. Note
that this feature requires the protocol to be marked with the @objc attribute

@objc protocol OptionalProtocol {
   @objc optional func optionalMethod()
}

Protocol Composition

Swift allows you to combine multiple protocols together. This is known as protocol composition.

protocol Named {
   var name: String { get }
}
protocol Aged {
   var age: Int { get }
}
struct Person: Named, Aged {
   var name: String



   var age: Int
}
func wishHappyBirthday(to celebrator: Named & Aged) {
   print("Happy birthday, \(celebrator.name), you're \(celebrator.age)!")
}

Protocol Inheritance

A protocol can inherit from one or more other protocols and can add further requirements on top of
the requirements it inherits.

protocol Movable {
   func move()
}
protocol Drivable: Movable {
   func startEngine()
}

Protocol Extensions

Protocols can be extended to provide method and property implementations to conforming types.
This allows you to define behavior on protocols themselves, rather than in each type’s individual
conformance.

extension Animal {
   func makeSound() {
       print("Some generic animal sound.")
   }
}

Now, types conforming to Animal can have a default makeSound implementation.

Protocols as Type

Protocols can be used as types, which is a powerful feature in Swift that can be used in various
situations like parameter types, return types, and array types.

func perform(animal: Animal) {
   animal.makeSound()
}
let myDog: Animal = Dog()
let myCat: Animal = Cat()
perform(animal: myDog)  // Output: Woof, woof!
perform(animal: myCat)  // Output: Meow!

Protocols are a fundamental tool in Swift that help you write flexible and reusable code. They are
especially important in writing generic code and implementing design patterns like the delegate
pattern, the strategy pattern, etc.



Generics
Generics are one of the most powerful features in Swift, enabling you to write flexible, reusable
code. They allow you to write code that can work with any type, subject to requirements that you
define. Generics serve to abstract and generalize types, allowing the same code to handle different
types in a type-safe manner.

Generic Functions

Generic functions can work with any type. The generic type is specified using angle brackets (<...>)
after the function name.

func swapTwoValues<T>(_ a: inout T, _ b: inout T) {
   let temp = a
   a = b
   b = temp
}
var someInt = 3
var anotherInt = 107
swapTwoValues(&someInt, &anotherInt)

Generic Types

You can define custom generic classes, structures, and enumerations.

struct Stack<Element> {
   private var items = [Element]()
   mutating func push(_ item: Element) {
       items.append(item)
   }
   mutating func pop() -> Element? {
       return items.popLast()
   }
}
var stackOfString = Stack<String>()
stackOfString.push("hello")

Type Parameters

In the examples above, T and Element are type parameters. They act as placeholders for the actual
type that will be passed when the generic function or type is used.

Extending a Generic Type

You can extend generic types with additional functionalities.

extension Stack {
   var topItem: Element? {
       return items.last
   }



}

Type Constraints

You can define requirements that type parameters must satisfy to be valid replacements for the
specified type parameter. These requirements are defined using type constraints.

func findIndex<T: Equatable>(of valueToFind: T, in array:[T]) -> Int? {
   for (index, value) in array.enumerated() {
       if value == valueToFind {
           return index
       }
   }
   return nil
}

Here, T: Equatable signifies that the placeholder type T must conform to the Equatable protocol.

Associated Types

Protocols can also be generic using associated types, which serve as placeholders for a type that will
be provided later.

protocol Container {
   associatedtype ItemType
   mutating func append(_ item: ItemType)
   var count: Int { get }
   subscript(i: Int) -> ItemType { get }
}

Using Type Parameters in Protocols

You can define protocols which are able to work with type parameters.

protocol GenericProtocol {
   associatedtype MyType
   func performAction(with item: MyType)
}

Generics in Protocols and Protocol Extensions

Protocols can be used in conjunction with generics to create highly flexible APIs. In addition,
protocol extensions can provide default implementations, enabling you to build highly reusable and
adaptable systems.

extension Container where ItemType: Equatable {
   func startsWith(_ item: ItemType) -> Bool {
       return count >= 1 && self[0] == item
   }



}

In summary, generics make it possible to write flexible and reusable Swift components while also
maintaining strong type checking and completion, leading to safer and more efficient code.

opaque and boxes type

Opaque Types

Opaque types are used in Swift to hide the underlying type of a value, while still guaranteeing that
the value conforms to certain protocols. When a function returns an opaque type, it's telling the
compiler that it will return some type that conforms to a specific protocol, but it won't disclose what
that type is. This way, the details of the type can remain private to the function or method.

The syntax to define a function that returns an opaque type uses the some keyword:

func makeIterator() -> some IteratorProtocol {
   return [1, 2, 3, 4].makeIterator()
}

Here, the function makeIterator returns an object that conforms to IteratorProtocol, but the
caller doesn't know the concrete type of the returned object. This can be useful for API design,
where you want to keep implementation details hidden.

Benefits of Opaque Types

Type Privacy: Opaque types allow a function or method to hide the details of its internal workings.

Type Constraints: They provide a way to promise that a type conforms to multiple protocols
without exposing the concrete underlying type.

Abstraction: They serve to abstract the type being returned, focusing on what the type can do (its
protocol conformance) rather than what it is.

Box Types (Type Erasure)

While opaque types are a way to keep type information hidden but intact, type erasure essentially
removes that type information in favor of another type that holds the erased value. This is sometimes
necessary to store disparate types in a homogeneous collection. Type erasure is commonly
implemented using a "box" or wrapper type.

Here is an example using Swift's Any type to perform type erasure:

let myInt: Int = 42
let myString: String = "hello"
let myAnyInt: Any = myInt
let myAnyString: Any = myString
let array: [Any] = [myAnyInt, myAnyString]

In this example, myAnyInt and myAnyString are boxed into Any types, erasing their original types



and allowing them to be stored together in an array of Any.

Custom Type Erasure

Sometimes you'll create a custom wrapper to do more specific type erasure, especially if you want to
retain some behavior or functionality of the erased types.

struct AnyAnimal: Animal {
   private let _makeSound: () -> Void
   init<A: Animal>(_ animal: A) {
       self._makeSound = animal.makeSound
   }
   func makeSound() {
       _makeSound()
   }
}

Here, AnyAnimal acts as a box that can hold any type conforming to the Animal protocol, providing
a way to use it later without knowing the type.

Summary

Opaque types preserve type identity, allowing you to hide implementation details while keeping the
benefits of strong typing.

Box types, often created for type erasure, allow you to store values of different types as the same
general type, but at the cost of losing type information.

Both concepts can be useful depending on the specific needs of your program.

automatic referencing counting
Automatic Reference Counting (ARC) is the memory management strategy used by Swift to track
and manage your app’s memory usage. ARC automatically keeps track of the number of references
to each instance of a class and deallocates memory for instances that are no longer needed. While
ARC is automatic, you still need to ensure that you don't create strong reference cycles, as this can
lead to memory leaks.

Basic Operation

Every time you create a new instance of a class, ARC allocates a chunk of memory to store
information about that instance. This memory holds information about the instance's type, its
properties, and other information.

When an instance is no longer needed, ARC frees up the memory so that it can be used for other
purposes. To make sure that an instance is not deallocated while it is still needed, ARC tracks the
number of active references to each instance.

For example:

class Dog {



   var name: String
   init(name: String) {
       self.name = name
       print("\(name) is being initialized.")
   }
   deinit {
       print("\(name) is being deinitialized.")
   }
}
var myDog: Dog? = Dog(name: "Fido")  // "Fido is being initialized" is
printed
myDog = nil  // "Fido is being deinitialized" is printed

Strong Reference Cycles

A strong reference cycle occurs when two class instances hold a strong reference to each other,
causing a memory leak because neither instance can be deallocated.

To avoid strong reference cycles, you can use weak or unowned references:

Weak References: A weak reference doesn't keep a strong hold on the instance it refers to, and it
doesn't prevent ARC from disposing of the referenced instance. It is always declared as an optional
type.

Unowned References: Like a weak reference, an unowned reference doesn’t keep a strong hold on
the instance it refers to. Unlike a weak reference, an unowned reference is used when the other
instance has the same or longer lifetime. It is not an optional and must always have a value.

Here is an example demonstrating weak and unowned to avoid a strong reference cycle:

class Person {
   let name: String
   init(name: String) { self.name = name }
   var apartment: Apartment?
   deinit { print("\(name) is being deinitialized") }
}
class Apartment {
   let unit: String
   init(unit: String) { self.unit = unit }
   weak var tenant: Person?
   deinit { print("Apartment \(unit) is being deinitialized") }
}
var bob: Person? = Person(name: "Bob")
var apt: Apartment? = Apartment(unit: "1A")
bob?.apartment = apt
apt?.tenant = bob
bob = nil
apt = nil



Strong Reference Cycles for Closures

Closures can capture and store references to variables and constants from the surrounding context
in which they are defined. If a closure captures a class instance, it creates a strong reference to that
instance, leading to the possibility of a strong reference cycle.

You can use a capture list to break strong reference cycles involving closures:

class SomeClass {
   var name: String = "Hello"
   lazy var closure: () -> String = { [weak self] in
       return self?.name ?? "default"
   }
}

Here, [weak self] tells Swift to capture self as a weak reference within the closure.

Summary

ARC works well to manage memory in most situations without requiring explicit cleanup code.
However, it's essential to understand how to break strong reference cycles between class instances
or between an instance and a closure to prevent memory leaks.

Memory safety
Memory safety is one of the key aspects of a well-designed software system. In the context of
programming languages like Swift, memory safety means that the language and its runtime
environment provide protections against common errors that lead to undefined behavior or security
vulnerabilities related to memory management. These can include buffer overflows, use-after-free
errors, null pointer dereferences, and more. Swift provides several features aimed at ensuring
memory safety:

Initialization

In Swift, variables must be initialized before use, eliminating the class of errors that come from
using uninitialized memory.

var x: Int // Declaration
// print(x) // Error: variable 'x' used before being initialized
x = 10 // Initialization

Type Safety

Swift’s strong type system helps catch and eliminate many errors at compile-time, rather than at
runtime, which makes it easier to write safe and reliable code. Implicit type conversions that might
cause unexpected behavior are not allowed.

Array Bounds Checking

Swift performs array bounds checking to ensure that you can't access elements outside the range of



an array, which could lead to undefined behavior or security vulnerabilities.

var arr = [1, 2, 3]
// arr[5]  // Runtime error, not a silent failure or undefined behavior

Optional Types

Swift uses optional types to handle the absence of a value, providing a clear way to deal with "null"
or "none" situations in a type-safe manner. This eliminates the problem of null pointer dereferences.

var name: String? = nil
// Forced unwrapping a nil optional will lead to a runtime crash, making
the danger explicit.
// print(name!)  // Fatal error: Unexpectedly found nil while unwrapping
an Optional value

Automatic Reference Counting (ARC)

Swift uses ARC for memory management of class instances, reducing the likelihood of memory leaks.
However, developers still need to be aware of strong reference cycles and should use weak and
unowned references to break them.

Value Semantics

Many of Swift's types, like numbers, arrays, and dictionaries, are value types, meaning they are
copied when assigned or passed to a function. This behavior helps eliminate many kinds of aliasing
errors common in languages that use reference semantics for such types.

Memory Access Control

Swift also provides mechanisms to explicitly control concurrent access to sections of code that could
lead to data races. Syntax like DispatchQueue in combination with GCD (Grand Central Dispatch)
or using locks can be used to synchronize access to shared resources.

var sharedResource = 0
let serialQueue = DispatchQueue(label: "com.example.serialQueue")
func modifyResource() {
   serialQueue.sync {
       sharedResource += 1
   }
}

Unsafe Operations

For situations that require direct memory manipulation, Swift provides unsafe pointers and APIs
explicitly marked as unsafe. This makes it clear where the code is bypassing the language’s safety
checks.

let x: Int = 10



let y: UnsafePointer<Int> = UnsafePointer(&x)

Although Swift is designed with memory safety in mind, no system can entirely eliminate
programmer error or the need to use unsafe operations for specific optimizations. Nonetheless,
Swift’s focus on safety does minimize the chance of introducing bugs and vulnerabilities related to
memory management.

Access controls
Access control in Swift defines the scope and visibility of classes, structs, enums, functions,
variables, and other identifiers within a codebase. By specifying the access level, you can restrict the
parts of the code that can read or modify the elements. This is essential for encapsulation and can
protect the integrity of the data structure by only exposing a well-defined interface.

Swift provides five different access levels:

Open / Public: These identifiers can be accessed from any source file in their defining module or in
another module that imports their defining module. open is more permissive than public, allowing a
class to be subclassed and a method to be overridden in a different module.

open class OpenClass {}
public class PublicClass {}

Internal: This is the default access level. Identifiers with internal access can be accessed within
the same module but not in other modules.

internal class InternalClass {}  // The 'internal' keyword is often
omitted because it's the default.

File-private: Identifiers with fileprivate access can be accessed only within the same source file.

fileprivate class FilePrivateClass {}

Private: These identifiers can only be accessed within the immediate lexical scope in which they are
declared. This is the most restrictive access level.

private class PrivateClass {}

Access Control Syntax

You can specify the access level by placing one of the access control keywords before the element
you want to restrict:

public class PublicClass {
   public var publicProperty: Int = 0
   internal var internalProperty: Int = 0  // This is the default, so
'internal' can be omitted.
   fileprivate var filePrivateProperty: Int = 0
   private var privateProperty: Int = 0



}

Subclassing and Overriding

When subclassing, the subclass cannot have a higher (i.e., more permissive) access level than the
superclass. Also, you can override a method, property, or subscript in a subclass as long as the
overriding element is at least as accessible as the element it overrides.

Getters and Setters

Swift allows you to specify access levels for getters and setters independently. This is especially
useful for read-only computed properties.

public struct TrackedString {
   public private(set) var numberOfEdits = 0  // 'numberOfEdits' is
publicly readable but only privately settable.
}

Extensions

If you mark an extension with an access level, that access level will apply as the default for all
members within the extension:

private extension String {
   var secretData: String {
       return "This is secret."
   }
}

Protocols

If you want to restrict the adoption of a protocol or the visibility of its methods, you can apply access
control to the protocol similar to classes and structs.

public protocol PublicProtocol {
   func publicMethod()
}

In summary, access control is an essential tool for encapsulating and protecting code, offering
various levels of visibility from open APIs to tightly-scoped, private implementations.

Comments
In programming, comments are used to annotate the code to provide extra information that isn't
executed as part of the program. They can be used for various purposes such as explaining the
functionality of a section of code, indicating TODOs, or providing metadata. Comments are highly
useful for making code more readable and maintainable.



Swift Comments

Swift supports both single-line and multi-line comments.

Single-line Comments

Single-line comments start with two forward slashes (//):

// This is a single-line comment

You can also have inline comments:

let x = 42  // This is an inline comment

Multi-line Comments

Multi-line comments start with /* and end with */:

/* This is a
  multi-line comment */

Nested Multi-line Comments

Swift also allows nested multi-line comments, which is a feature not available in many C-family
languages:

/* This is a multi-line comment
  /* This is a nested multi-line comment */
  Back to the first multi-line comment
*/

Best Practices for Comments

Descriptive Comments: Comments should describe why something is happening, not just what is
happening. The code itself should be self-explanatory for the latter.

Keep Them Updated: Outdated comments that contradict the code are worse than no comments.
Always keep comments updated when you update your code.

Don't Overuse: Excessive commenting can be counterproductive. If you feel the need to add a
comment for a block of code to be understandable, it might be an indication that the code should be
refactored.

Temporary Comments: Temporary comments (like TODO or FIXME) should be addressed as soon
as possible. They should not accumulate and be left unresolved in the codebase.

Documentation Comments: For APIs and libraries, use documentation comments that can be
parsed by documentation generators. In Swift, you can use triple slashes for this:

/// This function greets a person.



/// - Parameter name: The name of the person.
/// - Returns: A greeting string.
func greet(name: String) -> String {
   return "Hello, \(name)!"
}

Comments are an essential part of coding and, when used judiciously, can greatly enhance the
readability and maintainability of your codebase.

advance operator
Advanced operators in programming languages like Swift allow you to perform more complex
operations beyond basic arithmetic and comparison. Swift includes a variety of such operators,
including bitwise, overflow, and others. Here is an overview of some of the advanced operators in
Swift:

Bitwise Operators

Bitwise AND &: Takes two numbers, compares their binary representations, and returns a new
number with a 1 in each position where both numbers have a 1.

let a: UInt8 = 0b1100
let b: UInt8 = 0b1010
let result = a & b  // result will be 0b1000

Bitwise OR |: Sets a bit to 1 if either or both of the numbers have a 1 in that position.

let result = a | b  // result will be 0b1110

Bitwise XOR ^: Sets a bit to 1 if the numbers differ at that position.

let result = a ^ b  // result will be 0b0110

Bitwise NOT ~: Flips all the bits in a number.

let result = ~a  // result will be 0b0011

 

Shift Operators

Left Shift <<: Shifts all bits in a number to the left by a certain amount.

let a: UInt8 = 0b0001
let result = a << 1  // result will be 0b0010

Right Shift >>: Shifts all bits in a number to the right by a certain amount.



let a: UInt8 = 0b0100
let result = a >> 1  // result will be 0b0010

 

Overflow Operators

Overflow Addition &+: Adds two numbers and wraps the result if it overflows.

let a: UInt8 = 255
let b: UInt8 = 1
let result = a &+ b  // result will be 0

Overflow Subtraction &-: Subtracts two numbers and wraps the result if it underflows.

let a: UInt8 = 0
let b: UInt8 = 1
let result = a &- b  // result will be 255

Overflow Multiplication &*: Multiplies two numbers and wraps the result if it overflows.

let a: UInt8 = 16
let b: UInt8 = 16
let result = a &* b  // result will be 0

These are just some examples. The Swift programming language also offers a variety of other
operators and capabilities that allow for advanced and efficient programming.

Ai
Below is an example of a simple Swift code snippet that demonstrates how to use Core ML for image
classification in an iOS app. This code assumes you have a Core ML model named
YourModelName, which can classify images. You should replace YourModelName with the actual
name of your machine learning model.

First, make sure you have added the Core ML model to your Xcode project.

Here’s the entire Swift code for a simple view controller that uses the model to classify an image:

import UIKit
import CoreML
import Vision
class ViewController: UIViewController {
   // ImageView to display the selected image
   @IBOutlet weak var imageView: UIImageView!
   // Label to display the classification result
   @IBOutlet weak var resultLabel: UILabel!
   // Core ML model
   lazy var model: VNCoreMLModel = {



       do {
           let config = MLModelConfiguration()
           let model = try VNCoreMLModel(for:
YourModelName(configuration: config).model)
           return model
       } catch {
           fatalError("Failed to load Vision ML model: \(error)")
       }
   }()
   override func viewDidLoad() {
       super.viewDidLoad()
       resultLabel.text = "Choose an image to start classification"
   }
   // Function to classify the given image
   func classifyImage(_ image: UIImage) {
       guard let cgImage = image.cgImage else {
           resultLabel.text = "Failed to get CGImage"
           return
       }
       let request = VNCoreMLRequest(model: model) { [weak self]
(request, error) in
           self?.processClassifications(for: request, error: error)
       }
       let handler = VNImageRequestHandler(cgImage: cgImage, options:
[:])
       do {
           try handler.perform([request])
       } catch {
           resultLabel.text = "Failed to perform classification:
\(error)"
       }
   }
   // Function to update UI with classification results
   func processClassifications(for request: VNRequest, error: Error?) {
       DispatchQueue.main.async {
           if let classifications = request.results as?
[VNClassificationObservation] {
               if classifications.isEmpty {
                   self.resultLabel.text = "Nothing recognized."
               } else {
                   let topClassifications = classifications.prefix(2)
                   let descriptions = topClassifications.map {
classification in
                       return String(format: "%.2f",
classification.confidence * 100) + "% - " + classification.identifier
                   }
                   self.resultLabel.text = "Classification:\n" +
descriptions.joined(separator: "\n")
               }
           } else if let error = error {
               self.resultLabel.text = "Classification failed:



\(error.localizedDescription)"
           } else {
               self.resultLabel.text = "Unknown error"
           }
       }
   }
   // Function to select an image (e.g., from photo library)
   @IBAction func selectImage(_ sender: Any) {
       let imagePickerController = UIImagePickerController()
       imagePickerController.delegate = self
       imagePickerController.sourceType = .photoLibrary
       present(imagePickerController, animated: true)
   }
}
extension ViewController: UIImagePickerControllerDelegate,
UINavigationControllerDelegate {
   // Delegate method for image picker
   func imagePickerController(_ picker: UIImagePickerController,
didFinishPickingMediaWithInfo info: [UIImagePickerController.InfoKey :
Any]) {
       picker.dismiss(animated: true)
       let image = info[.originalImage] as! UIImage
       imageView.image = image
       classifyImage(image)
   }
}

Please ensure that you have connected the imageView and resultLabel outlets in your storyboard
or xib file, and that you have set the class of your view controller to ViewController.

Also, remember to request the appropriate permissions in your app’s Info.plist file if you are
accessing the user’s photo library.

You should replace "YourModelName" with the name of your Core ML model, and ensure that the
model is compatible with the version of Core ML that you are using.

MySQL
Creating a CRUD application in Swift with a MySQL database involves using Swift for the server-
side and a MySQL driver to connect to the database. Below are the steps to create such an
application.

Setup

Install MySQL and MySQL Swift Connector:

Make sure MySQL is installed on your system. For Swift, we can use the mysql-swift library.

Install the library using Swift Package Manager by adding it to your Package.swift:

// swift-tools-version:5.3



import PackageDescription
let package = Package(
   name: "CRUDApp",
   dependencies: [
       .package(url: "https://github.com/novi/mysql-swift.git", from:
"0.9.1")
   ],
   targets: [
       .target(
           name: "CRUDApp",
           dependencies: ["MySQL"]
       )
   ]
)

Create MySQL Database and Table:

Open your MySQL client and create a database and a table:

CREATE DATABASE crud_db;
USE crud_db;
CREATE TABLE users (
 id INT AUTO_INCREMENT PRIMARY KEY,
 name VARCHAR(255),
 email VARCHAR(255)
);

Code

Create a Swift File:

Create a new Swift file, for example, main.swift.

Import Libraries and Connect to MySQL:

import MySQL
let mysql = try MySQL.Database(
   host: "localhost",
   user: "root",
   password: "password",
   database: "crud_db"
)

Define CRUD Operations:

struct User {
   var id: Int?
   var name: String
   var email: String
}



func createUser(name: String, email: String) throws {
   let query = "INSERT INTO users (name, email) VALUES (?, ?)"
   try mysql.execute(query, [name, email])
   print("User added.")
}
func readUsers() throws {
   let query = "SELECT * FROM users"
   let results = try mysql.execute(query)
   for row in results {
       let id = row["id"] as! Int
       let name = row["name"] as! String
       let email = row["email"] as! String
       print("ID: \(id), Name: \(name), Email: \(email)")
   }
}
func updateUser(id: Int, name: String, email: String) throws {
   let query = "UPDATE users SET name = ?, email = ? WHERE id = ?"
   try mysql.execute(query, [name, email, id])
   print("User updated.")
}
func deleteUser(id: Int) throws {
   let query = "DELETE FROM users WHERE id = ?"
   try mysql.execute(query, [id])
   print("User deleted.")
}

Main Function:

do {
   try mysql.connect()
   var running = true
   while running {
       print("1. Create User")
       print("2. Read Users")
       print("3. Update User")
       print("4. Delete User")
       print("5. Exit")
       print("Enter your choice: ", terminator: "")
       if let choice = readLine(), let option = Int(choice) {
           switch option {
               case 1:
                   print("Enter name: ", terminator: "")
                   let name = readLine() ?? ""
                   print("Enter email: ", terminator: "")
                   let email = readLine() ?? ""
                   try createUser(name: name, email: email)
               case 2:
                   try readUsers()
               case 3:
                   print("Enter user ID: ", terminator: "")
                   let id = Int(readLine() ?? "") ?? 0



                   print("Enter new name: ", terminator: "")
                   let name = readLine() ?? ""
                   print("Enter new email: ", terminator: "")
                   let email = readLine() ?? ""
                   try updateUser(id: id, name: name, email: email)
               case 4:
                   print("Enter user ID: ", terminator: "")
                   let id = Int(readLine() ?? "") ?? 0
                   try deleteUser(id: id)
               case 5:
                   running = false
               default:
                   print("Invalid choice.")
           }
       }
   }
   try mysql.close()
} catch {
   print("Error: \(error)")
}

Compilation and Execution

Compile the Program:

Open the terminal and navigate to the project directory. Run the following command to build the
project:

swift build

Run the Program:

./.build/debug/CRUDApp

This setup provides you with a basic terminal-based CRUD application using Swift and MySQL. The
program allows you to create, read, update, and delete users from the database.


